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[bookmark: _Toc175745829][bookmark: _Toc176368497]一、前言
本文档主要用于：金蝶云星空产品在使用SqlServer数据库过程中，确保数据库表索引保持健康状态，从而使数据库持续保持良好性能，解决运维过程中可能出现的数据库瓶颈和问题。

[bookmark: _Toc175745830][bookmark: _Toc176368498]二、原理介绍
在数据库管理系统(DBMS)的运维实践中，索引的健康状况直接影响着数据检索的速度和效率。当索引碎片化程度高或统计信息失效时，数据库的性能将受到显著影响，此时进行索引重建便显得尤为必要。以下是对这种情况的一些介绍：
[bookmark: _Toc175745831][bookmark: _Toc176368499]（一）高度碎片化的索引
索引碎片化通常源于频繁的数据操作，如插入、更新和删除。当这些操作发生时，索引的物理结构会发生变化，导致索引项散布在不同的数据页上，而非连续存储。高度碎片化的索引表现为：
· 数据页的未充分利用：在数据页中留下大量未使用的空间，这不仅浪费存储空间，而且影响索引的查找效率。
· I/O操作增加：数据库引擎在搜索数据时，需要访问更多的数据页，增加了磁盘I/O次数，从而降低了查询性能。
· 存储成本上升：额外的存储空间被无效率地占用，增加了总体的存储成本。
[bookmark: _Toc175745832][bookmark: _Toc176368500]（二）失效的统计信息
数据库统计信息用于描述数据分布情况，帮助查询优化器选择最有效的查询计划。当索引高度碎片化时，统计信息可能变得过时或不再准确，具体表现如下：
· 数据分布的错误估计：统计信息可能不再反映数据的真实分布，如列值的频率、行数等，导致查询优化器基于错误的信息作出计划。
· 查询计划选择不当：基于不准确的统计信息，查询优化器可能会选择成本较高的执行路径，如全表扫描而非索引扫描，导致查询性能下降。
· 资源浪费：不当的查询计划可能导致不必要的CPU和I/O资源消耗，影响系统整体的响应时间和吞吐量。
[bookmark: _Toc175745833][bookmark: _Toc176368501]（三）索引重建的必要性
面对高度碎片化的索引或失效的统计信息，索引重建成为了恢复数据库性能的关键步骤。索引重建涉及以下过程：
· 删除现有索引：首先，原有的索引将被删除，以清除所有碎片化的数据页。
· 创建新索引：随后，根据当前的数据分布情况，创建一个新的、结构优化的索引。
· 更新统计信息：在索引重建后，统计信息应被重新收集和更新，以确保其准确反映新的数据分布情况。
[bookmark: _Toc175745834][image: ]
参考链接:https://learn.microsoft.com/zh-cn/sql/relational-databases/indexes/reorganize-and-rebuild-indexes?view=sql-server-ver16
[bookmark: _Toc176368502]（四）性能提升
索引重建带来的好处包括：
· 减少I/O操作：新索引的紧凑结构减少了访问数据所需的磁盘I/O次数。
· 提高查询效率：优化后的索引和准确的统计信息使得查询优化器能够选择更合适的执行计划，从而加快查询速度。
· 节省存储空间：消除碎片后，存储空间得到更有效的利用，降低了存储成本。

[bookmark: _Toc175745835][bookmark: _Toc176368503]三、方案介绍
[bookmark: _Toc175745836][bookmark: _Toc176368504]（一）方案概述
索引重建执行耗时和账套大小、硬件资源、索引的碎片率等因素相关，需要几十分钟至数小时的时间,建议索引重建优化选择在系统空闲时间段进行。
星空针对数据库索引重建目前主要有以下四种场景(所有场景均支持严格控制执行时间)：
[bookmark: _Toc176368505]1）全库索引重建
对全库碎片率大于5%的表索引进行重建(按照索引碎片率从高到低的顺序执行)。
使用场景：所有星空账套都建议配置全库索引重建的数据库作业 (如每周一次或两次，取决于业务系统的空闲时间)、并在补丁升级后、结账前手工执行。

[bookmark: _Toc176368506]2）全库索引分批重建
对全库碎片率大于5%的表索引进行分批重建
使用场景：同全库索引重建的使用场景类似，区别在于：
1.全库索引重建如果在指定时间内未完成全部表的索引重建，下次执行时会重新按照索引碎片率从高到底的顺序对索引进行重建。
2.全库索引分批重建每次会把需要进行索引重建的表按照索引碎片率从高到低的顺序记录下来，依次进行索引重建。
如果一次未重建完成，下次会继续之前的位置进行索引重建，直到所有表都重建完成。
举例：假设全库需要进行索引重建操作的表有1000张，将这1000张表全部做完索引重建需要5个小时，限制索引重建作业的执行时间只有1个小时
假设本次执行1个小时完成了200个表的索引重建，在进行下一次索引重建时，二者区别如下：
全库索引重建：会重新查询全库碎片率大于5%的表，按照索引碎片率从高到低的顺序执行重建
全库索引分批重建：会继续从第201个表开始进行索引重建
[bookmark: _Toc176368507]3）部分索引碎片率高的表索引重建
对于碎片率大于30%的表索引进行重建。
使用场景：对于部分业务频繁操作的表，可能全库索引重建的作业并不能满足要求（即在下一次全库索引重建作业执行前这部分表的索引碎片率已经很高导致部分业务卡顿），对于这部分索引碎片率增长较快的表，需要配置执行频率更高的作业(如每天一次)
[bookmark: _Toc176368508]4）部分业务表的索引重建
根据客户实际业务情况，梳理出一些频繁操作的业务表进行索引重建。
使用场景：同部分索引碎片率高的表索引重建的使用场景类似，如现场运维明确知道业务频繁操作的具体是哪些表，可配置单独对这部分表进行索引重建的作业(如每天一次)


[bookmark: _Toc175745837][bookmark: _Toc176368509]（二）操作步骤
推荐采用SqlServer作业定期自动执行的方式进行索引重建，减少人工运维的工作量，下面分别介绍一下前面介绍的4种数据库索引重建场景如何配置对应的SqlServer作业(作业中配置的索引重建脚本也可在数据库中手工执行)
[bookmark: _Toc176368510]1)全库索引重建操作
  以每周日凌晨2点执行、指定且排除T_BAS_OPERATELOGBK,T_BAS_OPERATELOGBK_S这两个表不进行索引重建为例介绍如何配置对应的SqlServer作业

配置第一个作业：全库索引重建优化作业
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配置第二个作业：全库索引重建监控作业
[image: ]
[image: ]


[image: ]

索引重建作业的执行时间是凌晨2点,脚本默认控制最长执行时间为6个小时，将索引重建监控作业的执行时间设置为8点10分，如果此时索引重建作业仍在执行说明可能出现了阻塞，监控脚本就会kill重建索引作业对应的会话。
[image: ]
至此就完成了全库索引重建作业和全库索引重建监控作业的配置。
[bookmark: _Toc176368511]2)全库索引分批重建操作
  以每天凌晨2点执行、控制执行时间为1小时、且排除T_BAS_OPERATELOGBK,T_BAS_OPERATELOGBK_S这两个表不进行索引重建为例介绍如何配置对应的SqlServer作业
全库索引重建作业和全库索引分批重建作业根据实际情况配置其一即可，无需同时配置
配置第一个作业：全库索引分批重建作业
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配置第二个作业：全库索引分批重建监控作业
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索引分批重建作业的执行时间是凌晨2点,脚本控制最长执行时间为1个小时，将索引分批重建监控作业的执行时间设置为3点10分，如果此时索引分批重建作业仍在执行说明可能出现了阻塞，监控脚本就会kill索引分批重建作业对应的会话。
[image: ]
至此就完成了全库索引分批重建作业和全库索引分批重建监控作业的配置。


[bookmark: _Toc176368512]3)部分碎片率高的表索引重建操作
以每天凌晨0点执行（如果已经配置了全库索引重建作业，注意与全库索引重建作业的执行时间错开）、排除T_BAS_OPERATELOGBK,T_BAS_OPERATELOGBK_S这两个表不进行索引重建、对碎片率大于30%的索引进行重建为例介绍如何配置对应的SqlServer作业

配置第一个作业：碎片率高的索引重建优化作业
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配置第二个作业：碎片率高的索引重建监控作业
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索引重建作业的执行时间是凌晨0点,脚本默认控制最长执行时间为1个小时，将索引重建监控作业的执行时间设置1点10分，如果此时索引重建作业仍在执行说明可能出现了阻塞，监控脚本就会kill重建索引作业对应的会话。
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至此就完成了碎片率高的索引重建作业和碎片率高的索引重建监控作业的配置。
[bookmark: _Toc176368513]4)部分业务表索引重建操作
以每天凌晨0点执行（如果已经配置了全库索引重建作业，注意与全库索引重建作业的执行时间错开）、对指定表T_META_OBJECTTYPE、T_META_CONVERTRULE、T_SEC_FUNCPERMISSIONENTRY、T_BAS_NETWORKCTRLMUTEX、T_BOS_INSTALLEDITEM的索引进行重建为例介绍如何配置对应的SqlServer作业
部分业务表索引重建作业和部分碎片率高的表索引重建作业根据实际情况配置其一即可，无需同时配置。

配置第一个作业：部分业务表索引重建优化作业
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配置第二个作业：部分业务表索引重建监控作业
同碎片率高的索引重建监控作业配置一致



[bookmark: _Toc176368514]（三）脚本参数设置
[bookmark: _Toc176368515]索引重建脚本参数设置
@worktime
全库索引重建、全库索引分批重建、部分碎片率高的表索引重建、部分业务表索引重建脚本下列参数的作用及配置方式均相同

允许脚本执行的工作时间，单位为分钟，全库索引重建和全库索引分批重建脚本的默认值为360，碎片率高的表索引重建脚本和部分业务表索引重建脚本的默认值为60（0表示不限制工作时间，直至所有符合条件的索引重建完成）
脚本对符合条件的每个表的索引进行索引重建操作前都会判断当前执行时间是否超过了@worktime指定的工作时间，如果超过了则会结束任务，不进行后续表索引的重建操作了。
@exectabs
人工指定对某些表进行重建索引，格式为't1,t2',默认为''
@noexectabs
人工指定对某些表不进行重建索引，格式为't3,t4',默认为''
脚本已自动对临时表、种子表、系统表进行了排除，除此之外，对于一些日志表、备份表等占用空间大，业务操作频率低的表可以排除掉不进行索引重建，缩短索引重建脚本的执行时间
如需要设置此参数，可以使用下面文件中的sql语句查询出当前数据库占用空间最大的top50的表,然后将其中的日志表、备份表的表名设置在@noexectabs参数中





[bookmark: _Toc176368516]索引重建监控脚本参数设置
全库索引重建监控、全库索引分批重建监控、碎片率高的表索引重建监控、部分业务表索引重建监控下列参数的作用及配置方式均相同，可根据实际使用场景选择是否需要调整
@worktime
允许索引重建脚本执行的工作时间，单位为分钟,要与对应索引重建优化脚本中的@worktime保持一致，监控脚本执行时，会查询当前数据库中执行时间超过@worktime且正在执行DBCC命令的请求，并将对应的会话kill


[bookmark: _Toc176368517]四、注意事项
[bookmark: _Toc176368518]（一）作业执行时间选择
前面方案概述中介绍了索引重建需要在系统空闲时间段执行，那么什么是系统空闲时间段呢？
对于星空账套来说，系统空闲时间是指：
1. 没有业务操作
2. 没有星空webapi调用
3. 没有重要业务的星空执行计划运行
4. 没有其他数据库作业执行

如果索引重建作业执行期间存在上述操作，可能会导致系统阻塞、死锁、业务执行失败等问题

[bookmark: _Toc176368519]（二）方案选择
前面方案概述中共介绍了4种不同的索引重建场景，那么如何根据实际的业务情况选择合适的索引重建方案呢？下面将重点介绍一下方案的选择思路

[bookmark: _Toc176368520]方案1：每天全库索引重建
如果系统每天都有2小时以上的空闲时间，则可将全库索引重建作业配置为每天执行
此方案最优、效果最好、强烈推荐。
[bookmark: _Toc176368521]方案2：每周全库索引重建
如果系统每周有1到2天有2小时以上的空闲时间，则可将全库索引重建作业配置为每周执行1次或2次。
[bookmark: _Toc176368522]方案3：每周全库索引重建+每天部分碎片率高的表索引重建
配置了方案2后，由于一些业务频繁操作的表的索引碎片率增长较快，在下周全库索引重建作业执行前已经出现部分业务功能的卡顿，可以在方案2的基础上，再配置每天部分碎片率高的表索引重建作业。

[bookmark: _Toc176368523]方案4：每天全库索引分批重建
如果系统每天空闲时间不足2小时，则可配置每天全库索引分批重建作业，在几天内完成一次全库索引重建操作
[bookmark: _Toc175745838][bookmark: _Toc176368524]五、相关查询sql
[bookmark: _Toc176368525]（一）查询全库表的索引碎片率状况（碎片率从高到低进行排序）
	SELECT *
FROM   (SELECT SO.NAME                       AS object_name,
               SI.NAME                       AS index_name,
               IPS.avg_fragmentation_in_percent,
               ( page_count * 8.0 / 1024.0 ) AS size_in_mB,
               si.type_desc
        FROM   sys.Dm_db_index_physical_stats(Db_id(), NULL, NULL, NULL, NULL) IPS
               INNER JOIN sys.indexes SI
                       ON SI.index_id = IPS.index_id
               INNER JOIN sys.objects SO
                       ON SO.object_id = SI.object_id
                          AND IPS.object_id = SO.object_id
        WHERE  alloc_unit_type_desc = 'IN_ROW_DATA'
               AND index_level = 0
               AND SI.NAME IS NOT NULL
               AND SO.is_ms_shipped = 0) t
ORDER  BY t.avg_fragmentation_in_percent DESC



[bookmark: _Toc176368526]（二）查询单个表的索引碎片率
	SELECT SO.NAME                       AS object_name,
       SI.NAME                       AS index_name,
       IPS.avg_fragmentation_in_percent,
       ( page_count * 8.0 / 1024.0 ) AS size_in_mB,
       si.type_desc
FROM   sys.Dm_db_index_physical_stats(Db_id(), NULL, NULL, NULL, NULL) IPS
       INNER JOIN sys.indexes SI
               ON SI.index_id = IPS.index_id
       INNER JOIN sys.objects SO
               ON SO.object_id = SI.object_id
                  AND IPS.object_id = SO.object_id
WHERE  alloc_unit_type_desc = 'IN_ROW_DATA'
       AND index_level = 0
       AND SI.NAME IS NOT NULL
       AND SO.is_ms_shipped = 0
       AND so.name = 'T_META_OBJECTTYPE_L'



[bookmark: _Toc176368527]（三）查询数据库当前阻塞信息
	SELECT t1.resource_type                               AS [锁类型],
       Db_name(resource_database_id)                  AS [数据库名],
       t1.resource_associated_entity_id               AS [阻塞资源对象],
       t1.resource_description                        AS [资源描述信息],
       t1.request_mode                                AS [请求的锁],
       t1.request_session_id                          AS [等待会话],
       t2.wait_duration_ms                            AS [等待时间],
       (SELECT [text]
        FROM   sys.dm_exec_requests AS r WITH (NOLOCK)
               CROSS APPLY sys.Dm_exec_sql_text(r.[sql_handle])
        WHERE  r.session_id = t1.request_session_id)  AS [等待会话执行的批SQL],
       (SELECT Substring(qt.[text], r.statement_start_offset / 2, ( CASE
                                                                      WHEN r.statement_end_offset = -1 THEN Len(CONVERT(NVARCHAR(max), qt.[text])) * 2
                                                                      ELSE r.statement_end_offset
                                                                    END ) / 2)
        FROM   sys.dm_exec_requests AS r WITH (NOLOCK)
               CROSS APPLY sys.Dm_exec_sql_text(r.[sql_handle]) AS qt
        WHERE  r.session_id = t1.request_session_id)  AS [等待会话执行的SQL],
       t2.blocking_session_id                         AS [阻塞会话],
       (SELECT c.client_net_address
        FROM   sys.dm_exec_connections AS c WITH (NOLOCK)
[bookmark: _GoBack]        WHERE  c.session_id = t2.blocking_session_id) AS [阻塞会话客户端IP],
       (SELECT s.program_name
        FROM   sys.dm_exec_sessions AS s WITH (NOLOCK)
        WHERE  s.session_id = t2.blocking_session_id) AS [阻塞会话连接方式],
       (SELECT c.connect_time
        FROM   sys.dm_exec_connections AS c WITH (NOLOCK)
        WHERE  c.session_id = t2.blocking_session_id) AS [阻塞会话连接创建时间],
       (SELECT [text]
        FROM   sys.sysprocesses AS p
               CROSS APPLY sys.Dm_exec_sql_text(p.[sql_handle])
        WHERE  p.spid = t2.blocking_session_id)       AS [阻塞会话执行的批SQL],
       Getdate()
FROM   sys.dm_tran_locks AS t1 WITH (NOLOCK)
       INNER JOIN sys.dm_os_waiting_tasks AS t2 WITH (NOLOCK)
               ON t1.lock_owner_address = t2.resource_address
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IF Object_id('tempdb..#temp_table_info') <> 0

  DROP TABLE #temp_table_info



IF Object_id('tempdb..#indexinfo') <> 0

  DROP TABLE #indexinfo



-- 创建临时表

CREATE TABLE #temp_table_info

  (

     TABLE_NAME SYSNAME

  );



CREATE TABLE #indexinfo

  (

     id              INT IDENTITY(1, 1),

     object_name     SYSNAME,

     fragmentpercent FLOAT,

     execsql         SYSNAME,

     objsize_mb      FLOAT

  );



go



SET nocount ON



DECLARE @record_log_flag BIT = 1 --记录索引重建优化的详细日志到表中，0表示false,1表示true

DECLARE @log_retention_time INT = 7 --日志保留时间，单位是天

DECLARE @i INT

DECLARE @icount INT

DECLARE @sql AS VARCHAR(max)

DECLARE @tbsize AS DECIMAL(19, 3)

DECLARE @driversize AS INT

DECLARE @logunusedsize INT=0

DECLARE @message VARCHAR(300)

DECLARE @tbname SYSNAME

DECLARE @begintime DATETIME

DECLARE @tmpbegintime DATETIME

DECLARE @tmpendtime DATETIME

DECLARE @tmpDurationInSeconds INT

DECLARE @worktime INT = 360

DECLARE @work_end_time DATETIME --任务截至时间

DECLARE @worktimeflag BIT

DECLARE @exectabs VARCHAR(max) = ''

DECLARE @noexectabs VARCHAR(max) = ''

DECLARE @checklogsize BIT=0

DECLARE @currenttablename VARCHAR(max)

DECLARE @delimiter CHAR(1) = ','

DECLARE @startindex INT = 1

DECLARE @fragmentpercent FLOAT



----------可人工调整的部分开始----------

--SET @worktime = 240 --允许脚本执行的工作时间，单位为分钟，默认为6个小时（0表示不限制工作时间，直至所有符合条件的索引重建完成）

--SET @noexectabs='T_BAS_OPERATELOGBK,T_BAS_OPERATELOGBK_S'--人工指定对某些表不进行重建索引，格式为't3,t4',默认为''(即不指定,对全库碎片率超过5的索引进行重建优化)

----------可人工调整的部分结束----------

DECLARE @noexectabslen INT = Len(@noexectabs);

DECLARE @exectabslen INT = Len(@exectabs);



IF @record_log_flag = 1

  BEGIN

      IF NOT EXISTS (SELECT *

                     FROM   sys.objects

                     WHERE  object_id = Object_id(N'[dbo].[KDIndexMaintenanceLog]')

                            AND type IN ( N'U' ))

        --创建日志表

        BEGIN

            CREATE TABLE [dbo].KDIndexMaintenanceLog

              (

                 ID                          INT IDENTITY(1, 1) PRIMARY KEY,-- 自增ID作为主键

                 [TableName]                 SYSNAME NOT NULL,

                 objsize_mb                  FLOAT NOT NULL,

                 [AvgFragmentationInPercent] [FLOAT] NOT NULL,

                 execsql                     [NVARCHAR](200),

                 [RebuildStartTime]          [DATETIME] NULL,

                 [RebuildEndTime]            [DATETIME] NULL,

                 [DurationInSeconds]         [INT] NULL

              );



            --创建索引

            CREATE NONCLUSTERED INDEX IX_KDIndexMaintenanceLog

              ON KDIndexMaintenanceLog (TableName, RebuildStartTime);

        END



      --清理过期日志

      DELETE FROM [dbo].KDIndexMaintenanceLog

      WHERE  [RebuildStartTime] < Dateadd(DAY, -@log_retention_time, Cast (Getdate() AS DATE))

  END



IF @worktime > 0

  BEGIN

      SET @work_end_time= Dateadd(MINUTE, @worktime, Getdate())

      SET @worktimeflag=1

  END

ELSE

  SET @worktimeflag=0



--判断sql server版本是否高于2008 r2

IF ( Cast(Serverproperty('ProductMajorVersion') AS INT) > 10

      OR ( Cast(Serverproperty('ProductMajorVersion') AS INT) = 10

           AND Cast(Serverproperty('ProductMinorVersion') AS INT) >= 50 ) )

  SET @checklogsize=1



IF ( @worktimeflag = 1

     AND @work_end_time <= Getdate() )

  BEGIN

      SET @message=N'停止执行。当前系统时间为：'

                   + CONVERT(VARCHAR(30), Getdate(), 121)

                   + N'超过了任务截至时间:' + @work_end_time



      RAISERROR(@message,0,1);



      RETURN

  END;



SET @message=N'开始获取需要优化的表'

             + CONVERT(VARCHAR(30), Getdate(), 121)



RAISERROR(@message,0,1);



IF Len(Ltrim(Rtrim(@exectabs))) > 0

  BEGIN

      SET @startindex=1



      WHILE @startindex <= @exectabslen

        BEGIN

            SET @currenttablename = Ltrim(Rtrim(Substring(@exectabs, @startindex, CASE

                                                                                    WHEN Charindex(@delimiter, @exectabs, @startindex) = 0 THEN 8000

                                                                                    ELSE Charindex(@delimiter, @exectabs, @startindex) - @startindex

                                                                                  END)));



            INSERT INTO #temp_table_info

                        (TABLE_NAME)

            VALUES      (@currenttablename);



            SET @startindex = CASE

                                WHEN Charindex(@delimiter, @exectabs, @startindex) = 0 THEN @exectabslen + 1

                                ELSE Charindex(@delimiter, @exectabs, @startindex)

                                     + 1

                              END;

        END;



      WITH t

           AS (SELECT SO.NAME                       AS object_name,

                      SI.NAME                       AS index_name,

                      IPS.avg_fragmentation_in_percent,

                      ( page_count * 8.0 / 1024.0 ) AS size_in_mB,

                      si.type_desc

               FROM   sys.Dm_db_index_physical_stats(Db_id(), NULL, NULL, NULL, NULL) IPS

                      INNER JOIN sys.indexes SI

                              ON SI.index_id = IPS.index_id

                      INNER JOIN sys.objects SO

                              ON SO.object_id = SI.object_id

                                 AND IPS.object_id = SO.object_id

               WHERE  alloc_unit_type_desc = 'IN_ROW_DATA'

                      AND index_level = 0

                      AND SI.NAME IS NOT NULL

                      AND SO.is_ms_shipped = 0

                      AND so.NAME NOT LIKE 'tmp%'

                      AND so.NAME NOT LIKE 'z%'

                      AND so.NAME NOT LIKE 'gle%'

                      AND so.NAME IN(SELECT TABLE_NAME

                                     FROM   #temp_table_info)),

           m

           AS (SELECT object_name,

                      Max(avg_fragmentation_in_percent) fragmentpercent,

                      CASE

                        WHEN Max(avg_fragmentation_in_percent) >= 15 THEN 'dbcc dbreindex(' + object_name

                                                                                                 + ') with no_infomsgs'

                        WHEN Max(avg_fragmentation_in_percent) >=  5 THEN 'dbcc indexdefrag(0,' + object_name

                                                                         + ') with no_infomsgs'

                        ELSE ''

                      END                               execsql,

                      Sum(size_in_mB)                   objsize_mb

               FROM   t

               WHERE  avg_fragmentation_in_percent > 0

               GROUP  BY object_name)

      INSERT INTO #indexinfo

      SELECT m.*

      FROM   m

      WHERE  m.execsql <> ''

      ORDER  BY 2 DESC

  END

ELSE IF Len(Ltrim(Rtrim(@noexectabs))) > 0

  BEGIN

      SET @startindex=1



      WHILE @startindex <= @noexectabslen

        BEGIN

            SET @currenttablename = Ltrim(Rtrim(Substring(@noexectabs, @startindex, CASE

                                                                                      WHEN Charindex(@delimiter, @noexectabs, @startindex) = 0 THEN 8000

                                                                                      ELSE Charindex(@delimiter, @noexectabs, @startindex) - @startindex

                                                                                    END)));



            INSERT INTO #temp_table_info

                        (TABLE_NAME)

            VALUES      (@currenttablename);



            SET @startindex = CASE

                                WHEN Charindex(@delimiter, @noexectabs, @startindex) = 0 THEN @noexectabslen + 1

                                ELSE Charindex(@delimiter, @noexectabs, @startindex)

                                     + 1

                              END;

        END;



      WITH t

           AS (SELECT SO.NAME                       AS object_name,

                      SI.NAME                       AS index_name,

                      IPS.avg_fragmentation_in_percent,

                      ( page_count * 8.0 / 1024.0 ) AS size_in_mB,

                      si.type_desc

               FROM   sys.Dm_db_index_physical_stats(Db_id(), NULL, NULL, NULL, NULL) IPS

                      INNER JOIN sys.indexes SI

                              ON SI.index_id = IPS.index_id

                      INNER JOIN sys.objects SO

                              ON SO.object_id = SI.object_id

                                 AND IPS.object_id = SO.object_id

               WHERE  alloc_unit_type_desc = 'IN_ROW_DATA'

                      AND index_level = 0

                      AND SI.NAME IS NOT NULL

                      AND SO.is_ms_shipped = 0

                      AND so.NAME NOT LIKE 'tmp%'

                      AND so.NAME NOT LIKE 'z%'

                      AND so.NAME NOT LIKE 'gle%'

                      AND so.NAME NOT IN(SELECT TABLE_NAME

                                         FROM   #temp_table_info)),

           m

           AS (SELECT object_name,

                      Max(avg_fragmentation_in_percent) fragmentpercent,

                      CASE

                        WHEN Max(avg_fragmentation_in_percent) >= 15 THEN 'dbcc dbreindex(' + object_name

                                                                                                 + ') with no_infomsgs'

                        WHEN Max(avg_fragmentation_in_percent) >= 5 THEN 'dbcc indexdefrag(0,' + object_name

                                                                         + ') with no_infomsgs'

                        ELSE ''

                      END                               execsql,

                      Sum(size_in_mB)                   objsize_mb

               FROM   t

               WHERE  avg_fragmentation_in_percent > 0

               GROUP  BY object_name)

      INSERT INTO #indexinfo

      SELECT m.*

      FROM   m

      WHERE  m.execsql <> ''

      ORDER  BY 2 DESC

  END

ELSE

  BEGIN

      WITH t

           AS (SELECT SO.NAME                       AS object_name,

                      SI.NAME                       AS index_name,

                      IPS.avg_fragmentation_in_percent,

                      ( page_count * 8.0 / 1024.0 ) AS size_in_mB,

                      si.type_desc

               FROM   sys.Dm_db_index_physical_stats(Db_id(), NULL, NULL, NULL, NULL) IPS

                      INNER JOIN sys.indexes SI

                              ON SI.index_id = IPS.index_id

                      INNER JOIN sys.objects SO

                              ON SO.object_id = SI.object_id

                                 AND IPS.object_id = SO.object_id

               WHERE  alloc_unit_type_desc = 'IN_ROW_DATA'

                      AND index_level = 0

                      AND SI.NAME IS NOT NULL

                      AND SO.is_ms_shipped = 0

                      AND so.NAME NOT LIKE 'tmp%'

                      AND so.NAME NOT LIKE 'z%'

                      AND so.NAME NOT LIKE 'gle%'),

           m

           AS (SELECT object_name,

                      Max(avg_fragmentation_in_percent) fragmentpercent,

                      CASE

                        WHEN Max(avg_fragmentation_in_percent) >= 15 THEN 'dbcc dbreindex(' + object_name

                                                                                                 + ') with no_infomsgs'

                        WHEN Max(avg_fragmentation_in_percent) >= 5 THEN 'dbcc indexdefrag(0,' + object_name

                                                                         + ') with no_infomsgs'

                        ELSE ''

                      END                               execsql,

                      Sum(size_in_mB)                   objsize_mb

               FROM   t

               WHERE  avg_fragmentation_in_percent > 0

               GROUP  BY object_name)

      INSERT INTO #indexinfo

      SELECT m.*

      FROM   m

      WHERE  m.execsql <> ''

      ORDER  BY 2 DESC

  END



SET @icount=(SELECT Count(1)

             FROM   #indexinfo);

SET @message=N'结束获取需要优化的表'

             + CONVERT(VARCHAR(30), Getdate(), 121)



RAISERROR(@message,0,1);



IF @icount = 0

  BEGIN

      SET @message=N'数据库：' + Db_name() + N'不需要优化'



      RAISERROR(@message,0,1);



      RETURN

  END;



SET @begintime=Getdate()

SET @message=N'数据库：' + Db_name() + N'，开始时间： '

             + CONVERT(VARCHAR(30), @begintime, 121)

             + N' 总共需要执行:' + Cast(@icount AS VARCHAR)

             + N' 条语句'



RAISERROR(@message,0,1);



SET @i=1



WHILE @i <= @icount

  BEGIN

      SELECT @sql = execsql,

             @tbsize = objsize_mb,

             @tbname = object_name,

             @fragmentpercent = fragmentpercent

      FROM   #indexinfo

      WHERE  id = @i



      IF( @checklogsize = 1 )

        BEGIN

            SELECT @driversize = Cast(Cast(available_bytes AS DECIMAL) / ( 1024 * 1024 ) AS BIGINT)

            FROM   sys.master_files AS f

                   CROSS APPLY sys.Dm_os_volume_stats(f.database_id, f.file_id)

            WHERE  f.database_id = Db_id()

                   AND f.type_desc = 'LOG';



            SELECT @logunusedsize = ( total_log_size_in_bytes - used_log_space_in_bytes ) / 1024 / 1024

            FROM   sys.dm_db_log_space_usage



            IF @i = 1

              BEGIN

                  SET @message=N'日志可用空间为(MB)：'

                               + Cast(@logunusedsize AS VARCHAR)

                               + N';磁盘可用空间为(MB)：'

                               + Cast(@driversize AS VARCHAR)



                  RAISERROR(@message,0,1);

              END;

        END



      IF ( @worktimeflag = 1

           AND @work_end_time <= Getdate() )

        BEGIN

            SET @message=N'停止执行。因为当前系统时间为：'

                         + CONVERT(VARCHAR(30), Getdate(), 121)

                         + N'超过了开始工作时间范围'

                         + CONVERT(VARCHAR(30), @work_end_time, 121)

                         + N'不允许执行优化计划'



            RAISERROR(@message,0,1);



            RETURN

        END



      IF ( @tbsize > ( @driversize + @logunusedsize )

           AND @checklogsize = 1 )

        BEGIN

            SET @message=N'磁盘可用空间和日志可用空间不足，执行终止。原因：表:' + @tbname

                         + N'总需空间大小(MB)：' + Cast(@tbsize AS VARCHAR)

                         + N';日志可用空间为(MB)：'

                         + Cast(@logunusedsize AS VARCHAR)

                         + N';磁盘可用空间为(MB)：'

                         + Cast(@driversize AS VARCHAR)



            RAISERROR(@message,16,1);



            RETURN

        END

      ELSE

        BEGIN

            SET @message= Cast(@i AS VARCHAR) + '/'

                          + Cast(@icount AS VARCHAR) + N'('

                          + Cast(@tbsize AS VARCHAR) + 'MB)：' + @tbname

            SET @tmpbegintime=Getdate()



            IF @record_log_flag = 1

              BEGIN

                  --记录日志

                  INSERT INTO KDIndexMaintenanceLog

                              (TableName,

                               objsize_mb,

                               AvgFragmentationInPercent,

                               execsql,

                               RebuildStartTime)

                  VALUES      (@tbname,

                               @tbsize,

                               @fragmentpercent,

                               @sql,

                               @tmpbegintime)

              END



            EXEC(@sql)



            SET @tmpendtime=Getdate()

            SET @tmpDurationInSeconds = Datediff(second, @tmpbegintime, @tmpendtime)



            IF @record_log_flag = 1

              BEGIN

                  --更新日志表中索引优化完成时间

                  UPDATE KDIndexMaintenanceLog

                  SET    RebuildEndTime = @tmpendtime,

                         DurationInSeconds = @tmpDurationInSeconds

                  WHERE  TableName = @tbname

                         AND RebuildStartTime = @tmpbegintime;

              END



            SET @message=@message + N':'

                         + Cast (@tmpDurationInSeconds AS NVARCHAR)

                         + N'秒'



            RAISERROR(@message,0,1);

        END



      SET @i=@i + 1

  END



SET @message=N'数据库：' + Db_name() + N'，结束时间： '

             + CONVERT(VARCHAR(30), Getdate(), 121)

             + N' 总耗时(秒)：'

             + Cast(Datediff(ss, @begintime, Getdate()) AS VARCHAR)



RAISERROR(@message,0,1);
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-- 声明变量  

DECLARE @record_block_flag BIT = 1 --记录阻塞信息到表中，0表示false,1表示true

DECLARE @block_retention_time INT = 7 --阻塞信息保留时间，单位是天，默认保留1天

DECLARE @LoopCheckCount INT; --循环检查次数，避免漏kill掉  

DECLARE @worktime INT = 360

DECLARE @Threshold DATETIME

DECLARE @KillCommands NVARCHAR(MAX) = '';

DECLARE @message VARCHAR(300); --日志信息

DECLARE @blockinfo NVARCHAR(max)



----------需要人工调整的部分开始----------

--SET @worktime = 240 --单位为分钟,240表示最长允许重建索引脚本时间执行4个小时 ，要与索引重建优化脚本中的@worktime保持一致

----------需要人工调整的部分结束----------

SET @Threshold =Dateadd(MINUTE, -@worktime, Getdate());

SET @LoopCheckCount = 1



IF @record_block_flag = 1

  BEGIN

      IF NOT EXISTS (SELECT *

                     FROM   sys.objects

                     WHERE  object_id = Object_id(N'[dbo].[KDBlockInfoLog]')

                            AND type IN ( N'U' ))

        --创建阻塞信息表

        BEGIN

            CREATE TABLE [dbo].KDBlockInfoLog

              (

                 ID                  INT IDENTITY(1, 1) PRIMARY KEY,-- 自增ID作为主键

                 blocktype           NVARCHAR(200) NOT NULL,

                 DBNAME              NVARCHAR(200) NOT NULL,

                 BlockEntityId       BIGINT NOT NULL,

                 resourceDescription [NVARCHAR](200),

                 requestMode         [NVARCHAR](200),

                 requestSessionId    INT,

                 waitDuration_ms     BIGINT,

                 waitBatchSql        NVARCHAR(max),

                 waitSql             NVARCHAR(max),

                 blockingSessionId   SMALLINT,

                 blockingBatchSql    NVARCHAR(max),

                 createTime          [DATETIME] NULL

              );

        END



      --清理过期日志

      DELETE FROM [dbo].KDBlockInfoLog

      WHERE  createTime < Dateadd(DAY, -@block_retention_time, Cast (Getdate() AS DATE))

  END



WHILE @LoopCheckCount <= 60

  BEGIN

      -- 构造需要杀死的会话ID列表，并准备KILL命令  

      SELECT @KillCommands = 'KILL ' + Cast(session_id AS VARCHAR(10)) + ';'

      FROM   (SELECT DISTINCT r.session_id

              FROM   sys.dm_exec_requests r

              WHERE  r.command = 'DBCC'

                     AND r.start_time <= @Threshold) AS SessionsToKill; --执行时间超过@worktime的就杀掉

      -- 检查是否有需要执行的KILL命令  

      IF Len(@KillCommands) > 0

        BEGIN

            --判断是否需要记录阻塞信息

            IF @record_block_flag = 1

              BEGIN

                  INSERT INTO KDBlockInfoLog

                              (blocktype,

                               DBNAME,

                               BlockEntityId,

                               resourceDescription,

                               requestMode,

                               requestSessionId,

                               waitDuration_ms,

                               waitBatchSql,

                               waitSql,

                               blockingSessionId,

                               blockingBatchSql,

                               createTime)

                  SELECT t1.resource_type                              AS [锁类型],

                         Db_name(resource_database_id)                 AS [数据库名],

                         t1.resource_associated_entity_id              AS [阻塞资源对象],

                         t1.resource_description                       AS [资源描述信息],

                         t1.request_mode                               AS [请求的锁],

                         t1.request_session_id                         AS [等待会话],

                         t2.wait_duration_ms                           AS [等待时间],

                         (SELECT [text]

                          FROM   sys.dm_exec_requests AS r WITH (NOLOCK)

                                 CROSS APPLY sys.Dm_exec_sql_text(r.[sql_handle])

                          WHERE  r.session_id = t1.request_session_id) AS [等待会话执行的批SQL],

                         (SELECT Substring(qt.[text], r.statement_start_offset / 2, ( CASE

                                                                                        WHEN r.statement_end_offset = -1 THEN Len(CONVERT(NVARCHAR(max), qt.[text])) * 2

                                                                                        ELSE r.statement_end_offset

                                                                                      END ) / 2)

                          FROM   sys.dm_exec_requests AS r WITH (NOLOCK)

                                 CROSS APPLY sys.Dm_exec_sql_text(r.[sql_handle]) AS qt

                          WHERE  r.session_id = t1.request_session_id) AS [等待会话执行的SQL],

                         t2.blocking_session_id                        AS [阻塞会话],

                         (SELECT [text]

                          FROM   sys.sysprocesses AS p

                                 CROSS APPLY sys.Dm_exec_sql_text(p.[sql_handle])

                          WHERE  p.spid = t2.blocking_session_id)      AS [阻塞会话执行的批SQL],

						  getdate()

                  FROM   sys.dm_tran_locks AS t1 WITH (NOLOCK)

                         INNER JOIN sys.dm_os_waiting_tasks AS t2 WITH (NOLOCK)

                                 ON t1.lock_owner_address = t2.resource_address

              END

            -- 执行KILL命令  

            EXEC Sp_executesql

              @KillCommands;



            SET @message= N'Finished killing sessions. '

                          + @KillCommands;

            SET @KillCommands = ''



            RAISERROR(@message,0,1);

        END

      ELSE

        BEGIN

            SET @message= N'No sessions to kill. ';



            RAISERROR(@message,0,1);

        END



      SET @LoopCheckCount = @LoopCheckCount + 1;



      WAITFOR DELAY '00:00:01'; --等待1秒

  END;
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IF Object_id('tempdb..#temp_table_info') <> 0

  DROP TABLE #temp_table_info



-- 创建临时表

CREATE TABLE #temp_table_info

  (

     TABLE_NAME SYSNAME

  );



IF NOT EXISTS (SELECT *

               FROM   sys.objects

               WHERE  object_id = Object_id(N'[dbo].[KDIndexMaintenanceTask]')

                      AND type IN ( N'U' ))

  --创建索引重建任务表

  BEGIN

      CREATE TABLE [dbo].KDIndexMaintenanceTask

        (

           ID                          INT IDENTITY(1, 1) PRIMARY KEY,-- 自增ID作为主键

           [TableName]                 SYSNAME NOT NULL,

           objsize_mb                  FLOAT NOT NULL,

           [AvgFragmentationInPercent] FLOAT NOT NULL,

           execsql                     NVARCHAR(200),

           [MaintenanceFlag]           BIT NOT NULL DEFAULT 0

        );

  END



go



SET nocount ON



DECLARE @record_log_flag BIT = 1 --记录索引重建优化的详细日志到表中，0表示false,1表示true

DECLARE @log_retention_time INT = 7 --日志保留时间，单位是天

DECLARE @i INT

DECLARE @icount INT

DECLARE @sql AS VARCHAR(max)

DECLARE @tbsize AS DECIMAL(19, 3)

DECLARE @driversize AS INT

DECLARE @logunusedsize INT=0

DECLARE @message VARCHAR(300)

DECLARE @tbname SYSNAME

DECLARE @begintime DATETIME

DECLARE @tmpbegintime DATETIME

DECLARE @tmpendtime DATETIME

DECLARE @tmpDurationInSeconds INT

DECLARE @worktime INT = 360

DECLARE @work_end_time DATETIME --任务截至时间

DECLARE @worktimeflag BIT

DECLARE @noexectabs VARCHAR(max) = ''

DECLARE @checklogsize BIT=0

DECLARE @currenttablename VARCHAR(max)

DECLARE @delimiter CHAR(1) = ','

DECLARE @startindex INT = 1

DECLARE @fragmentpercent FLOAT



----------可人工调整的部分开始----------

SET @worktime = 60 --允许脚本执行的工作时间，单位为分钟，默认为6个小时（0表示不限制工作时间，直至所有符合条件的索引重建完成）



SET @noexectabs='T_BAS_OPERATELOGBK,T_BAS_OPERATELOGBK_S'--人工指定对某些表不进行重建索引，格式为't3,t4',默认为''(即不指定,对全库碎片率超过5的索引进行重建优化)

----------可人工调整的部分结束----------

DECLARE @noexectabslen INT = Len(@noexectabs);



IF @record_log_flag = 1

  BEGIN

      IF NOT EXISTS (SELECT *

                     FROM   sys.objects

                     WHERE  object_id = Object_id(N'[dbo].[KDIndexMaintenanceLog]')

                            AND type IN ( N'U' ))

        --创建索引重建日志表

        BEGIN

            CREATE TABLE [dbo].KDIndexMaintenanceLog

              (

                 ID                          INT IDENTITY(1, 1) PRIMARY KEY,-- 自增ID作为主键

                 [TableName]                 SYSNAME NOT NULL,

                 objsize_mb                  FLOAT NOT NULL,

                 [AvgFragmentationInPercent] [FLOAT] NOT NULL,

                 execsql                     [NVARCHAR](200),

                 [RebuildStartTime]          [DATETIME] NULL,

                 [RebuildEndTime]            [DATETIME] NULL,

                 [DurationInSeconds]         [INT] NULL

              );



            --创建索引

            CREATE NONCLUSTERED INDEX IX_KDIndexMaintenanceLog

              ON KDIndexMaintenanceLog (TableName, RebuildStartTime);

        END



      --清理过期日志

      DELETE FROM [dbo].KDIndexMaintenanceLog

      WHERE  [RebuildStartTime] < Dateadd(DAY, -@log_retention_time, Cast (Getdate() AS DATE))

  END



IF @worktime > 0

  BEGIN

      SET @work_end_time= Dateadd(MINUTE, @worktime, Getdate())

      SET @worktimeflag=1

  END

ELSE

  SET @worktimeflag=0



--判断sql server版本是否高于2008 r2

IF ( Cast(Serverproperty('ProductMajorVersion') AS INT) > 10

      OR ( Cast(Serverproperty('ProductMajorVersion') AS INT) = 10

           AND Cast(Serverproperty('ProductMinorVersion') AS INT) >= 50 ) )

  SET @checklogsize=1



IF ( @worktimeflag = 1

     AND @work_end_time <= Getdate() )

  BEGIN

      SET @message=N'停止执行。当前系统时间为：'

                   + CONVERT(VARCHAR(30), Getdate(), 121)

                   + N'超过了任务截至时间:' + @work_end_time



      RAISERROR(@message,0,1);



      RETURN

  END;



SET @icount=(SELECT Count(1)

             FROM   KDIndexMaintenanceTask

             WHERE  MaintenanceFlag = 0);



IF @icount = 0 --开启新一轮任务

  BEGIN

      SET @message=N'开始获取需要优化的表'

                   + CONVERT(VARCHAR(30), Getdate(), 121)



      RAISERROR(@message,0,1);



      TRUNCATE TABLE KDIndexMaintenanceTask



      IF Len(Ltrim(Rtrim(@noexectabs))) > 0

        BEGIN

            SET @startindex=1



            WHILE @startindex <= @noexectabslen

              BEGIN

                  SET @currenttablename = Ltrim(Rtrim(Substring(@noexectabs, @startindex, CASE

                                                                                            WHEN Charindex(@delimiter, @noexectabs, @startindex) = 0 THEN 8000

                                                                                            ELSE Charindex(@delimiter, @noexectabs, @startindex) - @startindex

                                                                                          END)));



                  INSERT INTO #temp_table_info

                              (TABLE_NAME)

                  VALUES      (@currenttablename);



                  SET @startindex = CASE

                                      WHEN Charindex(@delimiter, @noexectabs, @startindex) = 0 THEN @noexectabslen + 1

                                      ELSE Charindex(@delimiter, @noexectabs, @startindex)

                                           + 1

                                    END;

              END;



            WITH t

                 AS (SELECT SO.NAME                       AS object_name,

                            SI.NAME                       AS index_name,

                            IPS.avg_fragmentation_in_percent,

                            ( page_count * 8.0 / 1024.0 ) AS size_in_mB,

                            si.type_desc

                     FROM   sys.Dm_db_index_physical_stats(Db_id(), NULL, NULL, NULL, NULL) IPS

                            INNER JOIN sys.indexes SI

                                    ON SI.index_id = IPS.index_id

                            INNER JOIN sys.objects SO

                                    ON SO.object_id = SI.object_id

                                       AND IPS.object_id = SO.object_id

                     WHERE  alloc_unit_type_desc = 'IN_ROW_DATA'

                            AND index_level = 0

                            AND SI.NAME IS NOT NULL

                            AND SO.is_ms_shipped = 0

                            AND so.NAME NOT LIKE 'tmp%'

                            AND so.NAME NOT LIKE 'z%'

                            AND so.NAME NOT LIKE 'gle%'

                            AND so.NAME NOT IN(SELECT TABLE_NAME

                                               FROM   #temp_table_info)),

                 m

                 AS (SELECT object_name,

                            Max(avg_fragmentation_in_percent) fragmentpercent,

                            CASE

                              WHEN Max(avg_fragmentation_in_percent) >= 15 THEN 'dbcc dbreindex(' + object_name

                                                                                + ') with no_infomsgs'

                              WHEN Max(avg_fragmentation_in_percent) >= 5 THEN 'dbcc indexdefrag(0,' + object_name

                                                                               + ') with no_infomsgs'

                              ELSE ''

                            END                               execsql,

                            Sum(size_in_mB)                   objsize_mb

                     FROM   t

                     WHERE  avg_fragmentation_in_percent > 0

                     GROUP  BY object_name)

            INSERT INTO KDIndexMaintenanceTask

                        (TableName,

                         objsize_mb,

                         AvgFragmentationInPercent,

                         execsql)

            SELECT m.object_name,

                   m.objsize_mb,

                   m.fragmentpercent,

                   m.execsql

            FROM   m

            WHERE  m.execsql <> ''

            ORDER  BY 3 DESC

        END

      ELSE

        BEGIN

            WITH t

                 AS (SELECT SO.NAME                       AS object_name,

                            SI.NAME                       AS index_name,

                            IPS.avg_fragmentation_in_percent,

                            ( page_count * 8.0 / 1024.0 ) AS size_in_mB,

                            si.type_desc

                     FROM   sys.Dm_db_index_physical_stats(Db_id(), NULL, NULL, NULL, NULL) IPS

                            INNER JOIN sys.indexes SI

                                    ON SI.index_id = IPS.index_id

                            INNER JOIN sys.objects SO

                                    ON SO.object_id = SI.object_id

                                       AND IPS.object_id = SO.object_id

                     WHERE  alloc_unit_type_desc = 'IN_ROW_DATA'

                            AND index_level = 0

                            AND SI.NAME IS NOT NULL

                            AND SO.is_ms_shipped = 0

                            AND so.NAME NOT LIKE 'tmp%'

                            AND so.NAME NOT LIKE 'z%'

                            AND so.NAME NOT LIKE 'gle%'),

                 m

                 AS (SELECT object_name,

                            Max(avg_fragmentation_in_percent) fragmentpercent,

                            CASE

                              WHEN Max(avg_fragmentation_in_percent) >= 15 THEN 'dbcc dbreindex(' + object_name

                                                                                + ') with no_infomsgs'

                              WHEN Max(avg_fragmentation_in_percent) >= 5 THEN 'dbcc indexdefrag(0,' + object_name

                                                                               + ') with no_infomsgs'

                              ELSE ''

                            END                               execsql,

                            Sum(size_in_mB)                   objsize_mb

                     FROM   t

                     WHERE  avg_fragmentation_in_percent > 0

                     GROUP  BY object_name)

            INSERT INTO KDIndexMaintenanceTask

                        (TableName,

                         objsize_mb,

                         AvgFragmentationInPercent,

                         execsql)

            SELECT m.object_name,

                   m.objsize_mb,

                   m.fragmentpercent,

                   m.execsql

            FROM   m

            WHERE  m.execsql <> ''

            ORDER  BY 3 DESC

        END



      SET @message=N'结束获取需要优化的表'

                   + CONVERT(VARCHAR(30), Getdate(), 121)

  END



SET @icount=(SELECT Count(1)

             FROM   KDIndexMaintenanceTask

             WHERE  MaintenanceFlag = 0);



RAISERROR(@message,0,1);



IF @icount = 0

  BEGIN

      SET @message=N'数据库：' + Db_name() + N'不需要优化'



      RAISERROR(@message,0,1);



      RETURN

  END;



SET @begintime=Getdate()

SET @message=N'数据库：' + Db_name() + N'，开始时间： '

             + CONVERT(VARCHAR(30), @begintime, 121)

             + N' 总共需要执行:' + Cast(@icount AS VARCHAR)

             + N' 条语句'



RAISERROR(@message,0,1);



DECLARE TaskCursor CURSOR FOR

  SELECT TableName,

         objsize_mb,

         AvgFragmentationInPercent,

         execsql

  FROM   KDIndexMaintenanceTask

  WHERE  MaintenanceFlag = 0

  ORDER  BY 3 DESC



OPEN TaskCursor



FETCH NEXT FROM TaskCursor INTO @tbname, @tbsize, @fragmentpercent, @sql



WHILE @@FETCH_STATUS = 0

  BEGIN

      SET @message=N'开始优化表:'+@tbname

	  RAISERROR(@message,0,1);

      IF( @checklogsize = 1 )

        BEGIN

            SELECT @driversize = Cast(Cast(available_bytes AS DECIMAL) / ( 1024 * 1024 ) AS BIGINT)

            FROM   sys.master_files AS f

                   CROSS APPLY sys.Dm_os_volume_stats(f.database_id, f.file_id)

            WHERE  f.database_id = Db_id()

                   AND f.type_desc = 'LOG';



            SELECT @logunusedsize = ( total_log_size_in_bytes - used_log_space_in_bytes ) / 1024 / 1024

            FROM   sys.dm_db_log_space_usage



            IF @i = 1

              BEGIN

                  SET @message=N'日志可用空间为(MB)：'

                               + Cast(@logunusedsize AS VARCHAR)

                               + N';磁盘可用空间为(MB)：'

                               + Cast(@driversize AS VARCHAR)



                  RAISERROR(@message,0,1);

              END;

        END



      IF ( @worktimeflag = 1

           AND @work_end_time <= Getdate() )

        BEGIN

            SET @message=N'停止执行。因为当前系统时间为：'

                         + CONVERT(VARCHAR(30), Getdate(), 121)

                         + N'超过了开始工作时间范围'

                         + CONVERT(VARCHAR(30), @work_end_time, 121)

                         + N'不允许执行优化计划'



            RAISERROR(@message,0,1);



            RETURN

        END



      IF ( @tbsize > ( @driversize + @logunusedsize )

           AND @checklogsize = 1 )

        BEGIN

            SET @message=N'磁盘可用空间和日志可用空间不足，执行终止。原因：表:' + @tbname

                         + N'总需空间大小(MB)：' + Cast(@tbsize AS VARCHAR)

                         + N';日志可用空间为(MB)：'

                         + Cast(@logunusedsize AS VARCHAR)

                         + N';磁盘可用空间为(MB)：'

                         + Cast(@driversize AS VARCHAR)



            RAISERROR(@message,16,1);



            RETURN

        END

      ELSE

        BEGIN

            SET @message= Cast(@i AS VARCHAR) + '/'

                          + Cast(@icount AS VARCHAR) + N'('

                          + Cast(@tbsize AS VARCHAR) + 'MB)：' + @tbname

            SET @tmpbegintime=Getdate()



            IF @record_log_flag = 1

              BEGIN

                  --记录日志

                  INSERT INTO KDIndexMaintenanceLog

                              (TableName,

                               objsize_mb,

                               AvgFragmentationInPercent,

                               execsql,

                               RebuildStartTime)

                  VALUES      (@tbname,

                               @tbsize,

                               @fragmentpercent,

                               @sql,

                               @tmpbegintime)

              END



            EXEC(@sql)



            SET @tmpendtime=Getdate()

            SET @tmpDurationInSeconds = Datediff(second, @tmpbegintime, @tmpendtime)



            IF @record_log_flag = 1

              BEGIN

                  --更新任务表中的维护状态

                  UPDATE KDIndexMaintenanceTask

                  SET    MaintenanceFlag = 1

                  WHERE  TableName = @tbname



                  --更新日志表中的索引优化完成时间

                  UPDATE KDIndexMaintenanceLog

                  SET    RebuildEndTime = @tmpendtime,

                         DurationInSeconds = @tmpDurationInSeconds

                  WHERE  TableName = @tbname

                         AND RebuildStartTime = @tmpbegintime;

              END



            SET @message=@message + N':'

                         + Cast (@tmpDurationInSeconds AS NVARCHAR)

                         + N'秒'



            RAISERROR(@message,0,1);



            FETCH NEXT FROM TaskCursor INTO @tbname, @tbsize, @fragmentpercent, @sql

        END

  END



CLOSE TaskCursor;



DEALLOCATE TaskCursor;



SET @message=N'数据库：' + Db_name() + N'，结束时间： '

             + CONVERT(VARCHAR(30), Getdate(), 121)

             + N' 总耗时(秒)：'

             + Cast(Datediff(ss, @begintime, Getdate()) AS VARCHAR)



RAISERROR(@message,0,1); 
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-- 声明变量  

DECLARE @record_block_flag BIT = 1 --记录阻塞信息到表中，0表示false,1表示true

DECLARE @block_retention_time INT = 7 --阻塞信息保留时间，单位是天，默认保留1天

DECLARE @LoopCheckCount INT; --循环检查次数，避免漏kill掉  

DECLARE @worktime INT = 360

DECLARE @Threshold DATETIME

DECLARE @KillCommands NVARCHAR(MAX) = '';

DECLARE @message VARCHAR(300); --日志信息

DECLARE @blockinfo NVARCHAR(max)



----------需要人工调整的部分开始----------

SET @worktime = 60 --单位为分钟,240表示最长允许重建索引脚本时间执行4个小时 ，要与索引重建优化脚本中的@worktime保持一致

----------需要人工调整的部分结束----------

SET @Threshold =Dateadd(MINUTE, -@worktime, Getdate());

SET @LoopCheckCount = 1



IF @record_block_flag = 1

  BEGIN

      IF NOT EXISTS (SELECT *

                     FROM   sys.objects

                     WHERE  object_id = Object_id(N'[dbo].[KDBlockInfoLog]')

                            AND type IN ( N'U' ))

        --创建阻塞信息表

        BEGIN

            CREATE TABLE [dbo].KDBlockInfoLog

              (

                 ID                  INT IDENTITY(1, 1) PRIMARY KEY,-- 自增ID作为主键

                 blocktype           NVARCHAR(200) NOT NULL,

                 DBNAME              NVARCHAR(200) NOT NULL,

                 BlockEntityId       BIGINT NOT NULL,

                 resourceDescription [NVARCHAR](200),

                 requestMode         [NVARCHAR](200),

                 requestSessionId    INT,

                 waitDuration_ms     BIGINT,

                 waitBatchSql        NVARCHAR(max),

                 waitSql             NVARCHAR(max),

                 blockingSessionId   SMALLINT,

                 blockingBatchSql    NVARCHAR(max),

                 createTime          [DATETIME] NULL

              );

        END



      --清理过期日志

      DELETE FROM [dbo].KDBlockInfoLog

      WHERE  createTime < Dateadd(DAY, -@block_retention_time, Cast (Getdate() AS DATE))

  END



WHILE @LoopCheckCount <= 60

  BEGIN

      -- 构造需要杀死的会话ID列表，并准备KILL命令  

      SELECT @KillCommands = 'KILL ' + Cast(session_id AS VARCHAR(10)) + ';'

      FROM   (SELECT DISTINCT r.session_id

              FROM   sys.dm_exec_requests r

              WHERE  r.command = 'DBCC'

                     AND r.start_time <= @Threshold) AS SessionsToKill; --执行时间超过@worktime的就杀掉

      -- 检查是否有需要执行的KILL命令  

      IF Len(@KillCommands) > 0

        BEGIN

            --判断是否需要记录阻塞信息

            IF @record_block_flag = 1

              BEGIN

                  INSERT INTO KDBlockInfoLog

                              (blocktype,

                               DBNAME,

                               BlockEntityId,

                               resourceDescription,

                               requestMode,

                               requestSessionId,

                               waitDuration_ms,

                               waitBatchSql,

                               waitSql,

                               blockingSessionId,

                               blockingBatchSql,

                               createTime)

                  SELECT t1.resource_type                              AS [锁类型],

                         Db_name(resource_database_id)                 AS [数据库名],

                         t1.resource_associated_entity_id              AS [阻塞资源对象],

                         t1.resource_description                       AS [资源描述信息],

                         t1.request_mode                               AS [请求的锁],

                         t1.request_session_id                         AS [等待会话],

                         t2.wait_duration_ms                           AS [等待时间],

                         (SELECT [text]

                          FROM   sys.dm_exec_requests AS r WITH (NOLOCK)

                                 CROSS APPLY sys.Dm_exec_sql_text(r.[sql_handle])

                          WHERE  r.session_id = t1.request_session_id) AS [等待会话执行的批SQL],

                         (SELECT Substring(qt.[text], r.statement_start_offset / 2, ( CASE

                                                                                        WHEN r.statement_end_offset = -1 THEN Len(CONVERT(NVARCHAR(max), qt.[text])) * 2

                                                                                        ELSE r.statement_end_offset

                                                                                      END ) / 2)

                          FROM   sys.dm_exec_requests AS r WITH (NOLOCK)

                                 CROSS APPLY sys.Dm_exec_sql_text(r.[sql_handle]) AS qt

                          WHERE  r.session_id = t1.request_session_id) AS [等待会话执行的SQL],

                         t2.blocking_session_id                        AS [阻塞会话],

                         (SELECT [text]

                          FROM   sys.sysprocesses AS p

                                 CROSS APPLY sys.Dm_exec_sql_text(p.[sql_handle])

                          WHERE  p.spid = t2.blocking_session_id)      AS [阻塞会话执行的批SQL],

						  getdate()

                  FROM   sys.dm_tran_locks AS t1 WITH (NOLOCK)

                         INNER JOIN sys.dm_os_waiting_tasks AS t2 WITH (NOLOCK)

                                 ON t1.lock_owner_address = t2.resource_address

              END

            -- 执行KILL命令  

            EXEC Sp_executesql

              @KillCommands;



            SET @message= N'Finished killing sessions. '

                          + @KillCommands;

            SET @KillCommands = ''



            RAISERROR(@message,0,1);

        END

      ELSE

        BEGIN

            SET @message= N'No sessions to kill. ';



            RAISERROR(@message,0,1);

        END



      SET @LoopCheckCount = @LoopCheckCount + 1;



      WAITFOR DELAY '00:00:01'; --等待1秒

  END;
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IF Object_id('tempdb..#temp_table_info') <> 0

  DROP TABLE #temp_table_info



IF Object_id('tempdb..#indexinfo') <> 0

  DROP TABLE #indexinfo



-- 创建临时表

CREATE TABLE #temp_table_info

  (

     TABLE_NAME SYSNAME

  );



CREATE TABLE #indexinfo

  (

     id              INT IDENTITY(1, 1),

     object_name     SYSNAME,

     fragmentpercent FLOAT,

     execsql         SYSNAME,

     objsize_mb      FLOAT

  );



go



SET nocount ON



DECLARE @record_log_flag BIT = 1 --记录索引重建优化的详细日志到表中，0表示false,1表示true

DECLARE @log_retention_time INT = 7 --日志保留时间，单位是天

DECLARE @i INT

DECLARE @icount INT

DECLARE @sql AS VARCHAR(max)

DECLARE @tbsize AS DECIMAL(19, 3)

DECLARE @driversize AS INT

DECLARE @logunusedsize INT=0

DECLARE @message VARCHAR(300)

DECLARE @tbname SYSNAME

DECLARE @begintime DATETIME

DECLARE @tmpbegintime DATETIME

DECLARE @tmpendtime DATETIME

DECLARE @tmpDurationInSeconds INT

DECLARE @worktime INT = 60

DECLARE @work_end_time DATETIME --任务截至时间

DECLARE @worktimeflag BIT

DECLARE @exectabs VARCHAR(max) = ''

DECLARE @noexectabs VARCHAR(max) = ''

DECLARE @checklogsize BIT=0

DECLARE @currenttablename VARCHAR(max)

DECLARE @delimiter CHAR(1) = ','

DECLARE @startindex INT = 1

DECLARE @fragmentpercent FLOAT



----------可人工调整的部分开始----------

--SET @worktime = 30 --允许脚本执行的工作时间，单位为分钟，默认为1个小时（0表示不限制工作时间，直至所有符合条件的索引重建完成）

--SET @noexectabs='T_BAS_OPERATELOGBK,T_BAS_OPERATELOGBK_S'--人工指定对某些表不进行重建索引，格式为't3,t4',默认为''(即不指定,对全库碎片率超过5的索引进行重建优化)

----------可人工调整的部分结束----------

DECLARE @noexectabslen INT = Len(@noexectabs);

DECLARE @exectabslen INT = Len(@exectabs);



IF @record_log_flag = 1

  BEGIN

      IF NOT EXISTS (SELECT *

                     FROM   sys.objects

                     WHERE  object_id = Object_id(N'[dbo].[KDIndexMaintenanceLog]')

                            AND type IN ( N'U' ))

        --创建日志表

        BEGIN

            CREATE TABLE [dbo].KDIndexMaintenanceLog

              (

                 ID                          INT IDENTITY(1, 1) PRIMARY KEY,-- 自增ID作为主键

                 [TableName]                 SYSNAME NOT NULL,

                 objsize_mb                  FLOAT NOT NULL,

                 [AvgFragmentationInPercent] [FLOAT] NOT NULL,

                 execsql                     [NVARCHAR](200),

                 [RebuildStartTime]          [DATETIME] NULL,

                 [RebuildEndTime]            [DATETIME] NULL,

                 [DurationInSeconds]         [INT] NULL

              );



            --创建索引

            CREATE NONCLUSTERED INDEX IX_KDIndexMaintenanceLog

              ON KDIndexMaintenanceLog (TableName, RebuildStartTime);

        END



      --清理过期日志

      DELETE FROM [dbo].KDIndexMaintenanceLog

      WHERE  [RebuildStartTime] < Dateadd(DAY, -@log_retention_time, Cast (Getdate() AS DATE))

  END



IF @worktime > 0

  BEGIN

      SET @work_end_time= Dateadd(MINUTE, @worktime, Getdate())

      SET @worktimeflag=1

  END

ELSE

  SET @worktimeflag=0



--判断sql server版本是否高于2008 r2

IF ( Cast(Serverproperty('ProductMajorVersion') AS INT) > 10

      OR ( Cast(Serverproperty('ProductMajorVersion') AS INT) = 10

           AND Cast(Serverproperty('ProductMinorVersion') AS INT) >= 50 ) )

  SET @checklogsize=1



IF ( @worktimeflag = 1

     AND @work_end_time <= Getdate() )

  BEGIN

      SET @message=N'停止执行。当前系统时间为：'

                   + CONVERT(VARCHAR(30), Getdate(), 121)

                   + N'超过了任务截至时间:' + @work_end_time



      RAISERROR(@message,0,1);



      RETURN

  END;



SET @message=N'开始获取需要优化的表'

             + CONVERT(VARCHAR(30), Getdate(), 121)



RAISERROR(@message,0,1);



IF Len(Ltrim(Rtrim(@exectabs))) > 0

  BEGIN

      SET @startindex=1



      WHILE @startindex <= @exectabslen

        BEGIN

            SET @currenttablename = Ltrim(Rtrim(Substring(@exectabs, @startindex, CASE

                                                                                    WHEN Charindex(@delimiter, @exectabs, @startindex) = 0 THEN 8000

                                                                                    ELSE Charindex(@delimiter, @exectabs, @startindex) - @startindex

                                                                                  END)));



            INSERT INTO #temp_table_info

                        (TABLE_NAME)

            VALUES      (@currenttablename);



            SET @startindex = CASE

                                WHEN Charindex(@delimiter, @exectabs, @startindex) = 0 THEN @exectabslen + 1

                                ELSE Charindex(@delimiter, @exectabs, @startindex)

                                     + 1

                              END;

        END;



      WITH t

           AS (SELECT SO.NAME                       AS object_name,

                      SI.NAME                       AS index_name,

                      IPS.avg_fragmentation_in_percent,

                      ( page_count * 8.0 / 1024.0 ) AS size_in_mB,

                      si.type_desc

               FROM   sys.Dm_db_index_physical_stats(Db_id(), NULL, NULL, NULL, NULL) IPS

                      INNER JOIN sys.indexes SI

                              ON SI.index_id = IPS.index_id

                      INNER JOIN sys.objects SO

                              ON SO.object_id = SI.object_id

                                 AND IPS.object_id = SO.object_id

               WHERE  alloc_unit_type_desc = 'IN_ROW_DATA'

                      AND index_level = 0

                      AND SI.NAME IS NOT NULL

                      AND SO.is_ms_shipped = 0

                      AND so.NAME NOT LIKE 'tmp%'

                      AND so.NAME NOT LIKE 'z%'

                      AND so.NAME NOT LIKE 'gle%'

                      AND so.NAME IN(SELECT TABLE_NAME

                                     FROM   #temp_table_info)),

           m

           AS (SELECT object_name,

                      Max(avg_fragmentation_in_percent) fragmentpercent,

                      CASE

                        WHEN Max(avg_fragmentation_in_percent) >= 30 THEN 'dbcc dbreindex(' + object_name

                                                                                                 + ') with no_infomsgs'

                        ELSE ''

                      END                               execsql,

                      Sum(size_in_mB)                   objsize_mb

               FROM   t

               WHERE  avg_fragmentation_in_percent > 0

               GROUP  BY object_name)

      INSERT INTO #indexinfo

      SELECT m.*

      FROM   m

      WHERE  m.execsql <> ''

      ORDER  BY 2 DESC

  END

ELSE IF Len(Ltrim(Rtrim(@noexectabs))) > 0

  BEGIN

      SET @startindex=1



      WHILE @startindex <= @noexectabslen

        BEGIN

            SET @currenttablename = Ltrim(Rtrim(Substring(@noexectabs, @startindex, CASE

                                                                                      WHEN Charindex(@delimiter, @noexectabs, @startindex) = 0 THEN 8000

                                                                                      ELSE Charindex(@delimiter, @noexectabs, @startindex) - @startindex

                                                                                    END)));



            INSERT INTO #temp_table_info

                        (TABLE_NAME)

            VALUES      (@currenttablename);



            SET @startindex = CASE

                                WHEN Charindex(@delimiter, @noexectabs, @startindex) = 0 THEN @noexectabslen + 1

                                ELSE Charindex(@delimiter, @noexectabs, @startindex)

                                     + 1

                              END;

        END;



      WITH t

           AS (SELECT SO.NAME                       AS object_name,

                      SI.NAME                       AS index_name,

                      IPS.avg_fragmentation_in_percent,

                      ( page_count * 8.0 / 1024.0 ) AS size_in_mB,

                      si.type_desc

               FROM   sys.Dm_db_index_physical_stats(Db_id(), NULL, NULL, NULL, NULL) IPS

                      INNER JOIN sys.indexes SI

                              ON SI.index_id = IPS.index_id

                      INNER JOIN sys.objects SO

                              ON SO.object_id = SI.object_id

                                 AND IPS.object_id = SO.object_id

               WHERE  alloc_unit_type_desc = 'IN_ROW_DATA'

                      AND index_level = 0

                      AND SI.NAME IS NOT NULL

                      AND SO.is_ms_shipped = 0

                      AND so.NAME NOT LIKE 'tmp%'

                      AND so.NAME NOT LIKE 'z%'

                      AND so.NAME NOT LIKE 'gle%'

                      AND so.NAME NOT IN(SELECT TABLE_NAME

                                         FROM   #temp_table_info)),

           m

           AS (SELECT object_name,

                      Max(avg_fragmentation_in_percent) fragmentpercent,

                      CASE

                        WHEN Max(avg_fragmentation_in_percent) >= 30 THEN 'dbcc dbreindex(' + object_name

                                                                                                 + ') with no_infomsgs'

                        ELSE ''

                      END                               execsql,

                      Sum(size_in_mB)                   objsize_mb

               FROM   t

               WHERE  avg_fragmentation_in_percent > 0

               GROUP  BY object_name)

      INSERT INTO #indexinfo

      SELECT m.*

      FROM   m

      WHERE  m.execsql <> ''

      ORDER  BY 2 DESC

  END

ELSE

  BEGIN

      WITH t

           AS (SELECT SO.NAME                       AS object_name,

                      SI.NAME                       AS index_name,

                      IPS.avg_fragmentation_in_percent,

                      ( page_count * 8.0 / 1024.0 ) AS size_in_mB,

                      si.type_desc

               FROM   sys.Dm_db_index_physical_stats(Db_id(), NULL, NULL, NULL, NULL) IPS

                      INNER JOIN sys.indexes SI

                              ON SI.index_id = IPS.index_id

                      INNER JOIN sys.objects SO

                              ON SO.object_id = SI.object_id

                                 AND IPS.object_id = SO.object_id

               WHERE  alloc_unit_type_desc = 'IN_ROW_DATA'

                      AND index_level = 0

                      AND SI.NAME IS NOT NULL

                      AND SO.is_ms_shipped = 0

                      AND so.NAME NOT LIKE 'tmp%'

                      AND so.NAME NOT LIKE 'z%'

                      AND so.NAME NOT LIKE 'gle%'),

           m

           AS (SELECT object_name,

                      Max(avg_fragmentation_in_percent) fragmentpercent,

                      CASE

                        WHEN Max(avg_fragmentation_in_percent) >= 30 THEN 'dbcc dbreindex(' + object_name

                                                                                                 + ') with no_infomsgs'

                        ELSE ''

                      END                               execsql,

                      Sum(size_in_mB)                   objsize_mb

               FROM   t

               WHERE  avg_fragmentation_in_percent > 0

               GROUP  BY object_name)

      INSERT INTO #indexinfo

      SELECT m.*

      FROM   m

      WHERE  m.execsql <> ''

      ORDER  BY 2 DESC

  END



SET @icount=(SELECT Count(1)

             FROM   #indexinfo);

SET @message=N'结束获取需要优化的表'

             + CONVERT(VARCHAR(30), Getdate(), 121)



RAISERROR(@message,0,1);



IF @icount = 0

  BEGIN

      SET @message=N'数据库：' + Db_name() + N'不需要优化'



      RAISERROR(@message,0,1);



      RETURN

  END;



SET @begintime=Getdate()

SET @message=N'数据库：' + Db_name() + N'，开始时间： '

             + CONVERT(VARCHAR(30), @begintime, 121)

             + N' 总共需要执行:' + Cast(@icount AS VARCHAR)

             + N' 条语句'



RAISERROR(@message,0,1);



SET @i=1



WHILE @i <= @icount

  BEGIN

      SELECT @sql = execsql,

             @tbsize = objsize_mb,

             @tbname = object_name,

             @fragmentpercent = fragmentpercent

      FROM   #indexinfo

      WHERE  id = @i



      IF( @checklogsize = 1 )

        BEGIN

            SELECT @driversize = Cast(Cast(available_bytes AS DECIMAL) / ( 1024 * 1024 ) AS BIGINT)

            FROM   sys.master_files AS f

                   CROSS APPLY sys.Dm_os_volume_stats(f.database_id, f.file_id)

            WHERE  f.database_id = Db_id()

                   AND f.type_desc = 'LOG';



            SELECT @logunusedsize = ( total_log_size_in_bytes - used_log_space_in_bytes ) / 1024 / 1024

            FROM   sys.dm_db_log_space_usage



            IF @i = 1

              BEGIN

                  SET @message=N'日志可用空间为(MB)：'

                               + Cast(@logunusedsize AS VARCHAR)

                               + N';磁盘可用空间为(MB)：'

                               + Cast(@driversize AS VARCHAR)



                  RAISERROR(@message,0,1);

              END;

        END



      IF ( @worktimeflag = 1

           AND @work_end_time <= Getdate() )

        BEGIN

            SET @message=N'停止执行。因为当前系统时间为：'

                         + CONVERT(VARCHAR(30), Getdate(), 121)

                         + N'超过了开始工作时间范围'

                         + CONVERT(VARCHAR(30), @work_end_time, 121)

                         + N'不允许执行优化计划'



            RAISERROR(@message,0,1);



            RETURN

        END



      IF ( @tbsize > ( @driversize + @logunusedsize )

           AND @checklogsize = 1 )

        BEGIN

            SET @message=N'磁盘可用空间和日志可用空间不足，执行终止。原因：表:' + @tbname

                         + N'总需空间大小(MB)：' + Cast(@tbsize AS VARCHAR)

                         + N';日志可用空间为(MB)：'

                         + Cast(@logunusedsize AS VARCHAR)

                         + N';磁盘可用空间为(MB)：'

                         + Cast(@driversize AS VARCHAR)



            RAISERROR(@message,16,1);



            RETURN

        END

      ELSE

        BEGIN

            SET @message= Cast(@i AS VARCHAR) + '/'

                          + Cast(@icount AS VARCHAR) + N'('

                          + Cast(@tbsize AS VARCHAR) + 'MB)：' + @tbname

            SET @tmpbegintime=Getdate()



            IF @record_log_flag = 1

              BEGIN

                  --记录日志

                  INSERT INTO KDIndexMaintenanceLog

                              (TableName,

                               objsize_mb,

                               AvgFragmentationInPercent,

                               execsql,

                               RebuildStartTime)

                  VALUES      (@tbname,

                               @tbsize,

                               @fragmentpercent,

                               @sql,

                               @tmpbegintime)

              END



            EXEC(@sql)



            SET @tmpendtime=Getdate()

            SET @tmpDurationInSeconds = Datediff(second, @tmpbegintime, @tmpendtime)



            IF @record_log_flag = 1

              BEGIN

                  --更新日志表中索引优化完成时间

                  UPDATE KDIndexMaintenanceLog

                  SET    RebuildEndTime = @tmpendtime,

                         DurationInSeconds = @tmpDurationInSeconds

                  WHERE  TableName = @tbname

                         AND RebuildStartTime = @tmpbegintime;

              END



            SET @message=@message + N':'

                         + Cast (@tmpDurationInSeconds AS NVARCHAR)

                         + N'秒'



            RAISERROR(@message,0,1);

        END



      SET @i=@i + 1

  END



SET @message=N'数据库：' + Db_name() + N'，结束时间： '

             + CONVERT(VARCHAR(30), Getdate(), 121)

             + N' 总耗时(秒)：'

             + Cast(Datediff(ss, @begintime, Getdate()) AS VARCHAR)



RAISERROR(@message,0,1);
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-- 声明变量  

DECLARE @record_block_flag BIT = 1 --记录阻塞信息到表中，0表示false,1表示true

DECLARE @block_retention_time INT = 7 --阻塞信息保留时间，单位是天，默认保留1天

DECLARE @LoopCheckCount INT; --循环检查次数，避免漏kill掉  

DECLARE @worktime INT = 60

DECLARE @Threshold DATETIME

DECLARE @KillCommands NVARCHAR(MAX) = '';

DECLARE @message VARCHAR(300); --日志信息

DECLARE @blockinfo NVARCHAR(max)



----------需要人工调整的部分开始----------

--SET @worktime = 30 --单位为分钟,30表示最长允许重建索引脚本时间执行半个小时 ，要与索引重建优化脚本中的@worktime保持一致

----------需要人工调整的部分结束----------

SET @Threshold =Dateadd(MINUTE, -@worktime, Getdate());

SET @LoopCheckCount = 1



IF @record_block_flag = 1

  BEGIN

      IF NOT EXISTS (SELECT *

                     FROM   sys.objects

                     WHERE  object_id = Object_id(N'[dbo].[KDBlockInfoLog]')

                            AND type IN ( N'U' ))

        --创建阻塞信息表

        BEGIN

            CREATE TABLE [dbo].KDBlockInfoLog

              (

                 ID                  INT IDENTITY(1, 1) PRIMARY KEY,-- 自增ID作为主键

                 blocktype           NVARCHAR(200) NOT NULL,

                 DBNAME              NVARCHAR(200) NOT NULL,

                 BlockEntityId       BIGINT NOT NULL,

                 resourceDescription [NVARCHAR](200),

                 requestMode         [NVARCHAR](200),

                 requestSessionId    INT,

                 waitDuration_ms     BIGINT,

                 waitBatchSql        NVARCHAR(max),

                 waitSql             NVARCHAR(max),

                 blockingSessionId   SMALLINT,

                 blockingBatchSql    NVARCHAR(max),

                 createTime          [DATETIME] NULL

              );

        END



      --清理过期日志

      DELETE FROM [dbo].KDBlockInfoLog

      WHERE  createTime < Dateadd(DAY, -@block_retention_time, Cast (Getdate() AS DATE))

  END



WHILE @LoopCheckCount <= 60

  BEGIN

      -- 构造需要杀死的会话ID列表，并准备KILL命令  

      SELECT @KillCommands = 'KILL ' + Cast(session_id AS VARCHAR(10)) + ';'

      FROM   (SELECT DISTINCT r.session_id

              FROM   sys.dm_exec_requests r

              WHERE  r.command = 'DBCC'

                     AND r.start_time <= @Threshold) AS SessionsToKill; --执行时间超过@worktime的就杀掉

      -- 检查是否有需要执行的KILL命令  

      IF Len(@KillCommands) > 0

        BEGIN

            --判断是否需要记录阻塞信息

            IF @record_block_flag = 1

              BEGIN

                  INSERT INTO KDBlockInfoLog

                              (blocktype,

                               DBNAME,

                               BlockEntityId,

                               resourceDescription,

                               requestMode,

                               requestSessionId,

                               waitDuration_ms,

                               waitBatchSql,

                               waitSql,

                               blockingSessionId,

                               blockingBatchSql,

                               createTime)

                  SELECT t1.resource_type                              AS [锁类型],

                         Db_name(resource_database_id)                 AS [数据库名],

                         t1.resource_associated_entity_id              AS [阻塞资源对象],

                         t1.resource_description                       AS [资源描述信息],

                         t1.request_mode                               AS [请求的锁],

                         t1.request_session_id                         AS [等待会话],

                         t2.wait_duration_ms                           AS [等待时间],

                         (SELECT [text]

                          FROM   sys.dm_exec_requests AS r WITH (NOLOCK)

                                 CROSS APPLY sys.Dm_exec_sql_text(r.[sql_handle])

                          WHERE  r.session_id = t1.request_session_id) AS [等待会话执行的批SQL],

                         (SELECT Substring(qt.[text], r.statement_start_offset / 2, ( CASE

                                                                                        WHEN r.statement_end_offset = -1 THEN Len(CONVERT(NVARCHAR(max), qt.[text])) * 2

                                                                                        ELSE r.statement_end_offset

                                                                                      END ) / 2)

                          FROM   sys.dm_exec_requests AS r WITH (NOLOCK)

                                 CROSS APPLY sys.Dm_exec_sql_text(r.[sql_handle]) AS qt

                          WHERE  r.session_id = t1.request_session_id) AS [等待会话执行的SQL],

                         t2.blocking_session_id                        AS [阻塞会话],

                         (SELECT [text]

                          FROM   sys.sysprocesses AS p

                                 CROSS APPLY sys.Dm_exec_sql_text(p.[sql_handle])

                          WHERE  p.spid = t2.blocking_session_id)      AS [阻塞会话执行的批SQL],

						  getdate()

                  FROM   sys.dm_tran_locks AS t1 WITH (NOLOCK)

                         INNER JOIN sys.dm_os_waiting_tasks AS t2 WITH (NOLOCK)

                                 ON t1.lock_owner_address = t2.resource_address

              END

            -- 执行KILL命令  

            EXEC Sp_executesql

              @KillCommands;



            SET @message= N'Finished killing sessions. '

                          + @KillCommands;

            SET @KillCommands = ''



            RAISERROR(@message,0,1);

        END

      ELSE

        BEGIN

            SET @message= N'No sessions to kill. ';



            RAISERROR(@message,0,1);

        END



      SET @LoopCheckCount = @LoopCheckCount + 1;



      WAITFOR DELAY '00:00:01'; --等待1秒

  END;
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IF Object_id('tempdb..#temp_table_info') <> 0

  DROP TABLE #temp_table_info



IF Object_id('tempdb..#indexinfo') <> 0

  DROP TABLE #indexinfo



-- 创建临时表

CREATE TABLE #temp_table_info

  (

     TABLE_NAME SYSNAME

  );



CREATE TABLE #indexinfo

  (

     id              INT IDENTITY(1, 1),

     object_name     SYSNAME,

     fragmentpercent FLOAT,

     execsql         SYSNAME,

     objsize_mb      FLOAT

  );



go



SET nocount ON



DECLARE @record_log_flag BIT = 1 --记录索引重建优化的详细日志到表中，0表示false,1表示true

DECLARE @log_retention_time INT = 7 --日志保留时间，单位是天

DECLARE @i INT

DECLARE @icount INT

DECLARE @sql AS VARCHAR(max)

DECLARE @tbsize AS DECIMAL(19, 3)

DECLARE @driversize AS INT

DECLARE @logunusedsize INT=0

DECLARE @message VARCHAR(300)

DECLARE @tbname SYSNAME

DECLARE @begintime DATETIME

DECLARE @tmpbegintime DATETIME

DECLARE @tmpendtime DATETIME

DECLARE @tmpDurationInSeconds INT

DECLARE @worktime INT = 60

DECLARE @work_end_time DATETIME --任务截至时间

DECLARE @worktimeflag BIT

DECLARE @exectabs VARCHAR(max) = ''

DECLARE @noexectabs VARCHAR(max) = ''

DECLARE @checklogsize BIT=0

DECLARE @currenttablename VARCHAR(max)

DECLARE @delimiter CHAR(1) = ','

DECLARE @startindex INT = 1

DECLARE @fragmentpercent FLOAT



----------可人工调整的部分开始----------

--SET @worktime = 30 --允许脚本执行的工作时间，单位为分钟，默认为1个小时（0表示不限制工作时间，直至所有符合条件的索引重建完成）

SET @exectabs='T_META_OBJECTTYPE,T_META_CONVERTRULE,T_SEC_FUNCPERMISSIONENTRY,T_BAS_NETWORKCTRLMUTEX,T_BOS_INSTALLEDITEM' --人工指定对某些表进行重建索引，格式为't1,t2',默认为''(即不指定,对全库碎片率超过5的索引进行重建优化)

----------可人工调整的部分结束----------

DECLARE @noexectabslen INT = Len(@noexectabs);

DECLARE @exectabslen INT = Len(@exectabs);



IF @record_log_flag = 1

  BEGIN

      IF NOT EXISTS (SELECT *

                     FROM   sys.objects

                     WHERE  object_id = Object_id(N'[dbo].[KDIndexMaintenanceLog]')

                            AND type IN ( N'U' ))

        --创建日志表

        BEGIN

            CREATE TABLE [dbo].KDIndexMaintenanceLog

              (

                 ID                          INT IDENTITY(1, 1) PRIMARY KEY,-- 自增ID作为主键

                 [TableName]                 SYSNAME NOT NULL,

                 objsize_mb                  FLOAT NOT NULL,

                 [AvgFragmentationInPercent] [FLOAT] NOT NULL,

                 execsql                     [NVARCHAR](200),

                 [RebuildStartTime]          [DATETIME] NULL,

                 [RebuildEndTime]            [DATETIME] NULL,

                 [DurationInSeconds]         [INT] NULL

              );



            --创建索引

            CREATE NONCLUSTERED INDEX IX_KDIndexMaintenanceLog

              ON KDIndexMaintenanceLog (TableName, RebuildStartTime);

        END



      --清理过期日志

      DELETE FROM [dbo].KDIndexMaintenanceLog

      WHERE  [RebuildStartTime] < Dateadd(DAY, -@log_retention_time, Cast (Getdate() AS DATE))

  END



IF @worktime > 0

  BEGIN

      SET @work_end_time= Dateadd(MINUTE, @worktime, Getdate())

      SET @worktimeflag=1

  END

ELSE

  SET @worktimeflag=0



--判断sql server版本是否高于2008 r2

IF ( Cast(Serverproperty('ProductMajorVersion') AS INT) > 10

      OR ( Cast(Serverproperty('ProductMajorVersion') AS INT) = 10

           AND Cast(Serverproperty('ProductMinorVersion') AS INT) >= 50 ) )

  SET @checklogsize=1



IF ( @worktimeflag = 1

     AND @work_end_time <= Getdate() )

  BEGIN

      SET @message=N'停止执行。当前系统时间为：'

                   + CONVERT(VARCHAR(30), Getdate(), 121)

                   + N'超过了任务截至时间:' + @work_end_time



      RAISERROR(@message,0,1);



      RETURN

  END;



SET @message=N'开始获取需要优化的表'

             + CONVERT(VARCHAR(30), Getdate(), 121)



RAISERROR(@message,0,1);



IF Len(Ltrim(Rtrim(@exectabs))) > 0

  BEGIN

      SET @startindex=1



      WHILE @startindex <= @exectabslen

        BEGIN

            SET @currenttablename = Ltrim(Rtrim(Substring(@exectabs, @startindex, CASE

                                                                                    WHEN Charindex(@delimiter, @exectabs, @startindex) = 0 THEN 8000

                                                                                    ELSE Charindex(@delimiter, @exectabs, @startindex) - @startindex

                                                                                  END)));



            INSERT INTO #temp_table_info

                        (TABLE_NAME)

            VALUES      (@currenttablename);



            SET @startindex = CASE

                                WHEN Charindex(@delimiter, @exectabs, @startindex) = 0 THEN @exectabslen + 1

                                ELSE Charindex(@delimiter, @exectabs, @startindex)

                                     + 1

                              END;

        END;



      WITH t

           AS (SELECT SO.NAME                       AS object_name,

                      SI.NAME                       AS index_name,

                      IPS.avg_fragmentation_in_percent,

                      ( page_count * 8.0 / 1024.0 ) AS size_in_mB,

                      si.type_desc

               FROM   sys.Dm_db_index_physical_stats(Db_id(), NULL, NULL, NULL, NULL) IPS

                      INNER JOIN sys.indexes SI

                              ON SI.index_id = IPS.index_id

                      INNER JOIN sys.objects SO

                              ON SO.object_id = SI.object_id

                                 AND IPS.object_id = SO.object_id

               WHERE  alloc_unit_type_desc = 'IN_ROW_DATA'

                      AND index_level = 0

                      AND SI.NAME IS NOT NULL

                      AND SO.is_ms_shipped = 0

                      AND so.NAME NOT LIKE 'tmp%'

                      AND so.NAME NOT LIKE 'z%'

                      AND so.NAME NOT LIKE 'gle%'

                      AND so.NAME IN(SELECT TABLE_NAME

                                     FROM   #temp_table_info)),

           m

           AS (SELECT object_name,

                      Max(avg_fragmentation_in_percent) fragmentpercent,

                      CASE

                        WHEN Max(avg_fragmentation_in_percent) >= 30 THEN 'dbcc dbreindex(' + object_name

                                                                                                 + ') with no_infomsgs'

                        ELSE ''

                      END                               execsql,

                      Sum(size_in_mB)                   objsize_mb

               FROM   t

               WHERE  avg_fragmentation_in_percent > 0

               GROUP  BY object_name)

      INSERT INTO #indexinfo

      SELECT m.*

      FROM   m

      WHERE  m.execsql <> ''

      ORDER  BY 2 DESC

  END

ELSE IF Len(Ltrim(Rtrim(@noexectabs))) > 0

  BEGIN

      SET @startindex=1



      WHILE @startindex <= @noexectabslen

        BEGIN

            SET @currenttablename = Ltrim(Rtrim(Substring(@noexectabs, @startindex, CASE

                                                                                      WHEN Charindex(@delimiter, @noexectabs, @startindex) = 0 THEN 8000

                                                                                      ELSE Charindex(@delimiter, @noexectabs, @startindex) - @startindex

                                                                                    END)));



            INSERT INTO #temp_table_info

                        (TABLE_NAME)

            VALUES      (@currenttablename);



            SET @startindex = CASE

                                WHEN Charindex(@delimiter, @noexectabs, @startindex) = 0 THEN @noexectabslen + 1

                                ELSE Charindex(@delimiter, @noexectabs, @startindex)

                                     + 1

                              END;

        END;



      WITH t

           AS (SELECT SO.NAME                       AS object_name,

                      SI.NAME                       AS index_name,

                      IPS.avg_fragmentation_in_percent,

                      ( page_count * 8.0 / 1024.0 ) AS size_in_mB,

                      si.type_desc

               FROM   sys.Dm_db_index_physical_stats(Db_id(), NULL, NULL, NULL, NULL) IPS

                      INNER JOIN sys.indexes SI

                              ON SI.index_id = IPS.index_id

                      INNER JOIN sys.objects SO

                              ON SO.object_id = SI.object_id

                                 AND IPS.object_id = SO.object_id

               WHERE  alloc_unit_type_desc = 'IN_ROW_DATA'

                      AND index_level = 0

                      AND SI.NAME IS NOT NULL

                      AND SO.is_ms_shipped = 0

                      AND so.NAME NOT LIKE 'tmp%'

                      AND so.NAME NOT LIKE 'z%'

                      AND so.NAME NOT LIKE 'gle%'

                      AND so.NAME NOT IN(SELECT TABLE_NAME

                                         FROM   #temp_table_info)),

           m

           AS (SELECT object_name,

                      Max(avg_fragmentation_in_percent) fragmentpercent,

                      CASE

                        WHEN Max(avg_fragmentation_in_percent) >= 30 THEN 'dbcc dbreindex(' + object_name

                                                                                                 + ') with no_infomsgs'

                        ELSE ''

                      END                               execsql,

                      Sum(size_in_mB)                   objsize_mb

               FROM   t

               WHERE  avg_fragmentation_in_percent > 0

               GROUP  BY object_name)

      INSERT INTO #indexinfo

      SELECT m.*

      FROM   m

      WHERE  m.execsql <> ''

      ORDER  BY 2 DESC

  END

ELSE

  BEGIN

      WITH t

           AS (SELECT SO.NAME                       AS object_name,

                      SI.NAME                       AS index_name,

                      IPS.avg_fragmentation_in_percent,

                      ( page_count * 8.0 / 1024.0 ) AS size_in_mB,

                      si.type_desc

               FROM   sys.Dm_db_index_physical_stats(Db_id(), NULL, NULL, NULL, NULL) IPS

                      INNER JOIN sys.indexes SI

                              ON SI.index_id = IPS.index_id

                      INNER JOIN sys.objects SO

                              ON SO.object_id = SI.object_id

                                 AND IPS.object_id = SO.object_id

               WHERE  alloc_unit_type_desc = 'IN_ROW_DATA'

                      AND index_level = 0

                      AND SI.NAME IS NOT NULL

                      AND SO.is_ms_shipped = 0

                      AND so.NAME NOT LIKE 'tmp%'

                      AND so.NAME NOT LIKE 'z%'

                      AND so.NAME NOT LIKE 'gle%'),

           m

           AS (SELECT object_name,

                      Max(avg_fragmentation_in_percent) fragmentpercent,

                      CASE

                        WHEN Max(avg_fragmentation_in_percent) >= 30 THEN 'dbcc dbreindex(' + object_name

                                                                                                 + ') with no_infomsgs'

                        ELSE ''

                      END                               execsql,

                      Sum(size_in_mB)                   objsize_mb

               FROM   t

               WHERE  avg_fragmentation_in_percent > 0

               GROUP  BY object_name)

      INSERT INTO #indexinfo

      SELECT m.*

      FROM   m

      WHERE  m.execsql <> ''

      ORDER  BY 2 DESC

  END



SET @icount=(SELECT Count(1)

             FROM   #indexinfo);

SET @message=N'结束获取需要优化的表'

             + CONVERT(VARCHAR(30), Getdate(), 121)



RAISERROR(@message,0,1);



IF @icount = 0

  BEGIN

      SET @message=N'数据库：' + Db_name() + N'不需要优化'



      RAISERROR(@message,0,1);



      RETURN

  END;



SET @begintime=Getdate()

SET @message=N'数据库：' + Db_name() + N'，开始时间： '

             + CONVERT(VARCHAR(30), @begintime, 121)

             + N' 总共需要执行:' + Cast(@icount AS VARCHAR)

             + N' 条语句'



RAISERROR(@message,0,1);



SET @i=1



WHILE @i <= @icount

  BEGIN

      SELECT @sql = execsql,

             @tbsize = objsize_mb,

             @tbname = object_name,

             @fragmentpercent = fragmentpercent

      FROM   #indexinfo

      WHERE  id = @i



      IF( @checklogsize = 1 )

        BEGIN

            SELECT @driversize = Cast(Cast(available_bytes AS DECIMAL) / ( 1024 * 1024 ) AS BIGINT)

            FROM   sys.master_files AS f

                   CROSS APPLY sys.Dm_os_volume_stats(f.database_id, f.file_id)

            WHERE  f.database_id = Db_id()

                   AND f.type_desc = 'LOG';



            SELECT @logunusedsize = ( total_log_size_in_bytes - used_log_space_in_bytes ) / 1024 / 1024

            FROM   sys.dm_db_log_space_usage



            IF @i = 1

              BEGIN

                  SET @message=N'日志可用空间为(MB)：'

                               + Cast(@logunusedsize AS VARCHAR)

                               + N';磁盘可用空间为(MB)：'

                               + Cast(@driversize AS VARCHAR)



                  RAISERROR(@message,0,1);

              END;

        END



      IF ( @worktimeflag = 1

           AND @work_end_time <= Getdate() )

        BEGIN

            SET @message=N'停止执行。因为当前系统时间为：'

                         + CONVERT(VARCHAR(30), Getdate(), 121)

                         + N'超过了开始工作时间范围'

                         + CONVERT(VARCHAR(30), @work_end_time, 121)

                         + N'不允许执行优化计划'



            RAISERROR(@message,0,1);



            RETURN

        END



      IF ( @tbsize > ( @driversize + @logunusedsize )

           AND @checklogsize = 1 )

        BEGIN

            SET @message=N'磁盘可用空间和日志可用空间不足，执行终止。原因：表:' + @tbname

                         + N'总需空间大小(MB)：' + Cast(@tbsize AS VARCHAR)

                         + N';日志可用空间为(MB)：'

                         + Cast(@logunusedsize AS VARCHAR)

                         + N';磁盘可用空间为(MB)：'

                         + Cast(@driversize AS VARCHAR)



            RAISERROR(@message,16,1);



            RETURN

        END

      ELSE

        BEGIN

            SET @message= Cast(@i AS VARCHAR) + '/'

                          + Cast(@icount AS VARCHAR) + N'('

                          + Cast(@tbsize AS VARCHAR) + 'MB)：' + @tbname

            SET @tmpbegintime=Getdate()



            IF @record_log_flag = 1

              BEGIN

                  --记录日志

                  INSERT INTO KDIndexMaintenanceLog

                              (TableName,

                               objsize_mb,

                               AvgFragmentationInPercent,

                               execsql,

                               RebuildStartTime)

                  VALUES      (@tbname,

                               @tbsize,

                               @fragmentpercent,

                               @sql,

                               @tmpbegintime)

              END



            EXEC(@sql)



            SET @tmpendtime=Getdate()

            SET @tmpDurationInSeconds = Datediff(second, @tmpbegintime, @tmpendtime)



            IF @record_log_flag = 1

              BEGIN

                  --更新日志表中索引优化完成时间

                  UPDATE KDIndexMaintenanceLog

                  SET    RebuildEndTime = @tmpendtime,

                         DurationInSeconds = @tmpDurationInSeconds

                  WHERE  TableName = @tbname

                         AND RebuildStartTime = @tmpbegintime;

              END



            SET @message=@message + N':'

                         + Cast (@tmpDurationInSeconds AS NVARCHAR)

                         + N'秒'



            RAISERROR(@message,0,1);

        END



      SET @i=@i + 1

  END



SET @message=N'数据库：' + Db_name() + N'，结束时间： '

             + CONVERT(VARCHAR(30), Getdate(), 121)

             + N' 总耗时(秒)：'

             + Cast(Datediff(ss, @begintime, Getdate()) AS VARCHAR)



RAISERROR(@message,0,1);
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-- 声明变量  

DECLARE @record_block_flag BIT = 1 --记录阻塞信息到表中，0表示false,1表示true

DECLARE @block_retention_time INT = 7 --阻塞信息保留时间，单位是天，默认保留1天

DECLARE @LoopCheckCount INT; --循环检查次数，避免漏kill掉  

DECLARE @worktime INT = 60

DECLARE @Threshold DATETIME

DECLARE @KillCommands NVARCHAR(MAX) = '';

DECLARE @message VARCHAR(300); --日志信息

DECLARE @blockinfo NVARCHAR(max)



----------需要人工调整的部分开始----------

--SET @worktime = 30 --单位为分钟,30表示最长允许重建索引脚本时间执行半个小时 ，要与索引重建优化脚本中的@worktime保持一致

----------需要人工调整的部分结束----------

SET @Threshold =Dateadd(MINUTE, -@worktime, Getdate());

SET @LoopCheckCount = 1



IF @record_block_flag = 1

  BEGIN

      IF NOT EXISTS (SELECT *

                     FROM   sys.objects

                     WHERE  object_id = Object_id(N'[dbo].[KDBlockInfoLog]')

                            AND type IN ( N'U' ))

        --创建阻塞信息表

        BEGIN

            CREATE TABLE [dbo].KDBlockInfoLog

              (

                 ID                  INT IDENTITY(1, 1) PRIMARY KEY,-- 自增ID作为主键

                 blocktype           NVARCHAR(200) NOT NULL,

                 DBNAME              NVARCHAR(200) NOT NULL,

                 BlockEntityId       BIGINT NOT NULL,

                 resourceDescription [NVARCHAR](200),

                 requestMode         [NVARCHAR](200),

                 requestSessionId    INT,

                 waitDuration_ms     BIGINT,

                 waitBatchSql        NVARCHAR(max),

                 waitSql             NVARCHAR(max),

                 blockingSessionId   SMALLINT,

                 blockingBatchSql    NVARCHAR(max),

                 createTime          [DATETIME] NULL

              );

        END



      --清理过期日志

      DELETE FROM [dbo].KDBlockInfoLog

      WHERE  createTime < Dateadd(DAY, -@block_retention_time, Cast (Getdate() AS DATE))

  END



WHILE @LoopCheckCount <= 60

  BEGIN

      -- 构造需要杀死的会话ID列表，并准备KILL命令  

      SELECT @KillCommands = 'KILL ' + Cast(session_id AS VARCHAR(10)) + ';'

      FROM   (SELECT DISTINCT r.session_id

              FROM   sys.dm_exec_requests r

              WHERE  r.command = 'DBCC'

                     AND r.start_time <= @Threshold) AS SessionsToKill; --执行时间超过@worktime的就杀掉

      -- 检查是否有需要执行的KILL命令  

      IF Len(@KillCommands) > 0

        BEGIN

            --判断是否需要记录阻塞信息

            IF @record_block_flag = 1

              BEGIN

                  INSERT INTO KDBlockInfoLog

                              (blocktype,

                               DBNAME,

                               BlockEntityId,

                               resourceDescription,

                               requestMode,

                               requestSessionId,

                               waitDuration_ms,

                               waitBatchSql,

                               waitSql,

                               blockingSessionId,

                               blockingBatchSql,

                               createTime)

                  SELECT t1.resource_type                              AS [锁类型],

                         Db_name(resource_database_id)                 AS [数据库名],

                         t1.resource_associated_entity_id              AS [阻塞资源对象],

                         t1.resource_description                       AS [资源描述信息],

                         t1.request_mode                               AS [请求的锁],

                         t1.request_session_id                         AS [等待会话],

                         t2.wait_duration_ms                           AS [等待时间],

                         (SELECT [text]

                          FROM   sys.dm_exec_requests AS r WITH (NOLOCK)

                                 CROSS APPLY sys.Dm_exec_sql_text(r.[sql_handle])

                          WHERE  r.session_id = t1.request_session_id) AS [等待会话执行的批SQL],

                         (SELECT Substring(qt.[text], r.statement_start_offset / 2, ( CASE

                                                                                        WHEN r.statement_end_offset = -1 THEN Len(CONVERT(NVARCHAR(max), qt.[text])) * 2

                                                                                        ELSE r.statement_end_offset

                                                                                      END ) / 2)

                          FROM   sys.dm_exec_requests AS r WITH (NOLOCK)

                                 CROSS APPLY sys.Dm_exec_sql_text(r.[sql_handle]) AS qt

                          WHERE  r.session_id = t1.request_session_id) AS [等待会话执行的SQL],

                         t2.blocking_session_id                        AS [阻塞会话],

                         (SELECT [text]

                          FROM   sys.sysprocesses AS p

                                 CROSS APPLY sys.Dm_exec_sql_text(p.[sql_handle])

                          WHERE  p.spid = t2.blocking_session_id)      AS [阻塞会话执行的批SQL],

						  getdate()

                  FROM   sys.dm_tran_locks AS t1 WITH (NOLOCK)

                         INNER JOIN sys.dm_os_waiting_tasks AS t2 WITH (NOLOCK)

                                 ON t1.lock_owner_address = t2.resource_address

              END

            -- 执行KILL命令  

            EXEC Sp_executesql

              @KillCommands;



            SET @message= N'Finished killing sessions. '

                          + @KillCommands;

            SET @KillCommands = ''



            RAISERROR(@message,0,1);

        END

      ELSE

        BEGIN

            SET @message= N'No sessions to kill. ';



            RAISERROR(@message,0,1);

        END



      SET @LoopCheckCount = @LoopCheckCount + 1;



      WAITFOR DELAY '00:00:01'; --等待1秒

  END;
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--获取当前数据库最大的50张表，按表大小排名

SELECT TOP 50 name                      AS TableName,

              Sum(Rowcnt)               AS table_rows,

              Sum(ReservedKb)           AS tablesize_kb,

              Sum(TableUsedKb)          AS datasize_kb,

              Sum(UsedKb - TableUsedKb) AS indexsize_kb,

              Sum(TMPTABLESNum)         AS tmptable_num

FROM   (SELECT object_id,

               schema_id,

               CASE

                 WHEN name LIKE 'TMP%' THEN 'TMPTABLES'

                 ELSE name

               END                                                                                                                        NAME,

               CASE

                 WHEN name LIKE 'TMP%' THEN 1

                 ELSE 0

               END                                                                                                                        TMPTABLESNum,

               (SELECT Max(row_count)

                FROM   sys.dm_db_partition_stats p WITH(nolock)

                WHERE  p.object_id = t.object_id

                       AND p.index_id < 2)                                                                                                AS Rowcnt,

               (SELECT Count(1)

                FROM   dbo.syscolumns WITH(nolock)

                WHERE  id = t.object_id)                                                                                                  AS Columns,

               (SELECT Count(DISTINCT index_id)

                FROM   sys.dm_db_partition_stats p WITH(nolock)

                WHERE  p.object_id = t.object_id)                                                                                         AS Indexes,

               (SELECT Sum(length)

                FROM   dbo.syscolumns WITH(nolock)

                WHERE  id = t.object_id)                                                                                                  AS RowLength,

               Isnull((SELECT Sum(reserved_page_count)

                       FROM   sys.dm_db_partition_stats p WITH(nolock)

                       WHERE  p.object_id = t.object_id), 0) * 8 + Isnull((SELECT Sum(reserved_page_count)

                                                                           FROM   sys.dm_db_partition_stats p2 WITH(nolock)

                                                                                  INNER JOIN sys.internal_tables it WITH(nolock)

                                                                                          ON p2.object_id = it.object_id

                                                                           WHERE  it.parent_id = t.object_id

                                                                                  AND it.internal_type IN ( 202, 204, 207, 211,

                                                                                                            212, 213, 214, 215,

                                                                                                            216, 221, 222, 236 )), 0) * 8 AS ReservedKb,

               Isnull((SELECT Sum(in_row_data_page_count

                                  + lob_used_page_count

                                  + row_overflow_used_page_count)

                       FROM   sys.dm_db_partition_stats p WITH(nolock)

                       WHERE  p.object_id = t.object_id

                              AND p.index_id < 2), 0) * 8                                                                                 AS TableUsedKb,

               Isnull((SELECT Sum(used_page_count)

                       FROM   sys.dm_db_partition_stats p WITH(nolock)

                       WHERE  p.object_id = t.object_id), 0) * 8 + Isnull((SELECT Sum(used_page_count)

                                                                           FROM   sys.dm_db_partition_stats p2 WITH(nolock)

                                                                                  INNER JOIN sys.internal_tables it WITH(nolock)

                                                                                          ON p2.object_id = it.object_id

                                                                           WHERE  it.parent_id = t.object_id

                                                                                  AND it.internal_type IN ( 202, 204, 207, 211,

                                                                                                            212, 213, 214, 215,

                                                                                                            216, 221, 222, 236 )), 0) * 8 AS UsedKb,

               create_date,

               modify_date

        FROM   sys.tables t WITH(nolock)

        WHERE  Type = 'U') A

GROUP  BY name

ORDER  BY 3 DESC
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